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the final values of P and Q change from those shown in Table 5-10 as R changes. An 

example is shown in Fig. 5-32 with the final linear displacement x(t) calculated with R = 

1 and then R = 10. As shown in this figure, the final profile for x(t) was the same 

independently of the values set for R. For reference, when R was set to 1, the final values 

of P and Q were 428×I(3x3) and 3.3×I(3x3), respectively, as show in Table 5-9, while the 

final values for P and Q were 4211×I(3x3) and 53.4×I(3x3), respectively, when R was set to 

10. 

 

 
 

 

Fig. 5-32 – Linear displacement x(t) calculated with R = 1 and R = 10. 

 

In order to validate the effectiveness of the proposed iterative energy optimization 

method in calculating a trajectory that reduces the energy cost, the energy required from 

the motors of the self-balancing transporter to perform the optimized trajectory was 

compared to the energy required by the motors to perform the same desired linear move x 

of 2 meters in 5 seconds when defined by eight motion profiles typically used in 
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industrial applications. The energy required by the motors of the self-balancing 

transporter to perform this linear move designed with these motion profiles was estimated 

with the model shown below in Fig. 5-33. This model in Fig. 5-33 is an extension of the 

model shown in Fig. 3-40. The difference resides in the command signal. In Fig. 3-40, the 

command signal is the implementation of the signal in Fig. 3-30, while in Fig. 5-33, the 

command signal is the implementation of these eight motion profiles and the optimized 

motion profile. These eight motion profiles defined in (1), (2), (3), (4), (5), (6), (7), (8), 

(9), and (10) were implemented in the subsystem called “Motion Profiles” for a 2 meter 

move in 5 seconds. Meanwhile, the optimized motion profile shown in Table 5-10 was 

directly imported from the Matlab Workspace into the Simulink model as shown in Fig. 

5-33.  

The self-balancing transporter was then commanded by each of these motion 

profiles. State-space control was used to control the system as described in Section 3.3.10 

and tuned as described in Section3.3.11 with Q = [10 0 0 0 0;0 1 0 0 0; 0 0 500 0 0; 0 0 0 

500 0; 0 0 0 0 1].  The control system generates the motor voltage command va for the 

motors. The tuning gains remained the same while estimating the energy for each motion 

profile. The torque signal from the model of both motors feeds the torque command 

inputs of the self-balancing transporter. The parameter “Selector” in Fig. 5-33 was used 

to automatically select, via Matlab script, the motion profile to be simulated while the 

results are captured. 
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Fig. 5-33 – Model of the self-balancing transport for validation of the energy 

optimization method. 

 
 

While the system was being simulated for each one of these motion profiles, the 

motor voltage va and motor current ia of one of the motors were used to compute the 

energy of one motor using (79) and (81). The total energy Et was calculated as the twice 

the energy of a single motor. Two motors were modeled in the subsystem “DC Motors” 

in Fig. 5-33. 

The total energy Et required by the system while commanded by each one of these 

eight motion profiles was compared to the total energy required by the system while 

commanded by the optimized motion profile. The results are shown in Fig. 5-34. 
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Fig. 5-34 - Total energy required by the self-balancing transporter while commanded by 

several motion profiles and the optimized motion profile 

 

 

The final energy required by the motor of the self-balancing transporter to move 2 

meters in 5 seconds in x-direction while commanded by each one of these eight motion 

profiles and the optimized motion profile is shown in Table 5-11. From the results shown 

in Table 5-11, the optimized motion profile required the lowest amount of energy when 

compared to these eight motion profile typically used in industrial applications. The 

optimized motion profile presented an energy cost at least 4.5% lower than any of these 

eight motion profiles. The cubic, sine-harmonic, and trapezoidal profiles, which are types 

of motion to profiles to be avoided in industrial applications, had energy cost 4.5%, 5.2%, 

and 5.4% higher than the optimized profile. These motion profiles are highlighted in 

Table 5-11. When, the energy cost with the optimized motion profile is compared to the 
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energy cost with the other profiles shown in Table 5-11, which are the types of motion 

profiles recommended for industrial applications, the energy savings with the optimized 

profiles was at least 7.4%. 

 

Table 5-11 - Comparison of energy consumption for various types of motion profiles 

applied to the self-balancing transporter to move 2m in 5 seconds in simulation 

 

Motion Profile Final 

Energy (J) 

Variation 

(%) 

Optimized 4.4012 0 

Trapezoidal 4.6396 5.4 

Cycloidal 4.8067 9.2 

ModSine 4.7263 7.4 

Cubic 4.5985 4.5 

Sine-Harmonic 4.6281 5.2 

5th Order Polynomial 4.7667 8.3 

7th Order Polynomial 4.8732 10.7 

9th Order Polynomial 4.9476 12.4 
 
 

5.3.5 Experimental Results 

The self-balancing transporter was built as described in Section 4.3 for the 

experimental results.  

As in simulation, the self-balancing transporter was commanded to perform a 2 

meter in the x-direction in 5 seconds. The command signal x(t) was designed by each one 

of the eight motion profiles typically used in industrial applications and defined in (1), 

(2), (3), (4), (5), (6), (7), (8), (9), and (10). The energy required to perform this move with 

each one of these motion profiles was experimentally measured and compared to the 

energy required for the same move while the self-balancing transporter was commanded 

by the optimized motion profile shown in Fig. 5-32. The energy required by the motors of 

the self-balancing transporter while commanded by each one of these motion profiles was 
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compared. This comparison was used to validate the efficiency of the proposed iterative 

energy optimization method in generating a motion profile that has lower energy cost 

than other typical motion profiles.  

The position command x generated by these eight motion profiles and the 

optimized motion profile was implemented in the subsystem called “Psn Cmd” in Fig. 

5-24.  

The voltage and current of each motor was acquired during tests, and the resulting 

total energy Et defined in (150) was calculated while each motion profile was 

experimentally tested. The results for Et are shown in Fig. 5-35. As in simulation, the use 

of optimized motion profile in Fig. 5-35 to command the motion of the self-balancing 

transporter in x-direction yielded significant energy saving in comparison to the use of 

the other motion profiles typically used in industrial applications. In these experimental 

results, the optimized motion profile required 5.6% less energy than the sine-harmonic 

profile which was the profile with the lowest energy cost from the eight typical motion 

profile tested. Thus, the optimized motion profile saved at least 5.6% energy in 

comparison to all the other motion profiles tested in this experiment as shown in Table 

5-12. Meanwhile, the energy of the self-balancing transporter commanded by optimized 

motion profile was at least 12.2% lower than its energy consumption while commanded 

by the recommended motion profiles (cycloidal, modsine, 5th order polynomial, 7th order 

polynomial, 9th order polynomial). This validates the ability of the proposed iterative 

energy optimization method in computing a motion profile that allow to minimize the 

energy consumption of the self-balancing transporter by simply modifying the motion 

profile without any mechanical changes. 
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Fig. 5-35 - Energy consumption by the optimized motion profile and eight others for the 

self-balancing transporter 

 

Table 5-12 - Comparison of energy consumption for various types of motion profiles 

applied to the physical self-balancing transporter to move 2m in 5 seconds in x-direction. 

 

Motion Profile 

Final 

Energy 

(J) 

Variation 

(%) 

Optimized 3.6760 0 

Trapezoidal 4.2800 16.4 

Cycloidal 4.5100 22.7 

ModSine 4.1230 12.2 

Cubic 4.1620 13.2 

Sine-Harmonic 3.8810 5.6 

5th Order Polynomial 4.6850 27.4 

7th Order Polynomial 4.6910 27.6 

9th Order Polynomial 4.8370 31.6 
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5.3.6 Discussion of Results 

In Section 5.3, an iterative energy optimization method was investigated to 

minimize the electrical energy consumption of a self-balancing transporter. This method 

was validated by comparing the energy cost of the system commanded by the optimized 

profile to the energy cost of the system commanded by eight motion profiles typically 

used in industrial applications. Simulations and experiments presented significant energy 

reduction with the optimized motion profile in comparison to these eight motion profiles. 

When the energy consumption of the system commanded by the optimized motion profile 

was compared to the energy of the system commanded by the motion profiles to be 

avoided in industrial applications (trapezoidal, cubic, and sine-harmonic), the energy 

savings was between 4.5% and 5.4% from simulations, and 5.6% and 16.4% from the 

experimental results. When the energy consumption of the system commanded by the 

optimized motion profile was compared to the energy of the system commanded by the 

recommended motion profiles (cycloidal, modsine, 5th order polynomial, 7th order 

polynomial, and 9th order polynomial), the energy savings was between 7.4% and 12.4% 

from simulations, and 12.2% and 31.6% from the experimental tests.   

Since the self-balancing transporter is a slow dynamic system, the energy 

optimization method may not yield the most energy savings for fast motion profiles due 

to the inability to follow the command motion profile with low position-following error. 

Thus, systems as the self-balancing transporter may not take full advantage of the energy 

savings that could be provided with optimized motion profiles. Consequently, the energy 

consumption of the system commanded by the optimized motion profiles may be higher 
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that what the optimized profile would provide if the system could follow the command 

profile x with low position-following error.  
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 Conclusions 
 

CHAPTER 6 

Conclusions 

The conclusions and suggested future work of this research are now presented. 

6.1 Conclusions 

The mechatronic design process and energy optimization methods presented in 

this dissertation can be of great benefit for the industrial sector. The mechatronic design 

process provides a methodology to properly select motors and systematically design the 

motion profile that controls each motor. The developed trajectory planning method 

avoids undesirable effects such as vibration, noise, and stress in mechanical and 

electronic components. A machine, that has the motor sized though this mechatronic 

design process and has the motion profiles designed with the developed trajectory 

planning method, has the potential to achieve a very high performance level, once tuned 

as described in Section 3.1.11 or through other tuning methods that lead to high 

performance levels.  This mechatronic design process can be applied to single-axis 

machines, multi-axis machines, or multi-axis coordinated systems (e.g., robots). 

Although, this method was demonstrated for three systems (two-inertia system, Cartesian 

two-axis parallel robot – H-Bot, and a self-balancing transporter), it is a generic method 

that can be used with any industrial machine. 

 In motion-control applications, there is a range of motor sizes that yield a proper 

solution for a given servo axis. Small-frame-size motors may not have enough torque to 
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power the axis, while large-frame-size motors may require too much acceleration torque 

to drive the rotor inertia, and the remaining torque is too low to power the servo axis. The 

proposed mechatronic design method provides a systematic approach to identify the 

range of motors to best power the system. 

The energy optimization methods presented in this dissertation can be used to 

minimize the energy consumption of industrial machines. Three systems were used to 

validate these methods. The energy optimization method demonstrated with the two-

inertia system yielded energy savings of 13.4% through simulations, and 15.5% through 

experiments when compared to the energy consumption of the system while commanded 

by recommended motion profiles typically used in industrial applications (cycloidal, 

modsine, 5th-order polynomial, 7th-order polynomial, and 9th-order polynomial). The 

energy optimization method developed for multi-axis coordinate systems and 

demonstrated with the H-Bot yielded energy savings of at least 39.3% from the 

simulations and 13.5% from the experimental results in comparison to the energy 

consumption of the system while commanded by position reference signals designed with 

the recommended motion profiles. The differences in energy savings between simulation 

and experimental results are attributed to the simplification in the model of the H-Bot. 

Meanwhile, the method demonstrated with the self-balancing transporter saved energy by 

8.3% from the simulations and 12.2% from the experimental results in comparison to the 

energy cost with the command signal designed with the recommended motion profiles. 

Therefore, the proposed energy optimization methods provided energy cost reduction of 

at least 12% from the experimental tests for any of the systems tested in this dissertation 



 

 
265

when compared to the energy cost with the systems commanded by position reference 

signals designed with typical motion profiles recommended for industrial applications.  

In comparison to any of the eight motion profiles tested in this dissertation, which 

includes the motion profiles to be avoided in industrial applications (trapezoidal, cubic, 

and sine-harmonic), the energy optimization method tested with the H-Bot saved at least 

23.1% of energy via simulations and 11.6% via experimental tests. Meanwhile, the 

energy optimization method tested with the self-balancing transporter saved at least 4.5% 

of energy via the simulations and 5.6% via experimental results.  

The efficiency of the optimized motion profile in minimizing energy cost depends 

on tuning. As the position-following error is reduced, the ability to reduce the energy cost 

is also reduced. This is due to the fact that with high position-following error, the actual 

motion profile that the load executes does not match the optimized motion profile, and 

the actual profile at the load may not retain the characteristics that enable energy 

minimization. Thus, a well-tuned system is important to achieve higher energy savings. 

 It was also observed that as compliance in the system increases, the ability to 

save more energy in comparison with the eight motion profiles tested in this dissertation 

also increases. Although, compliance is not always desirable in industrial systems, it is 

always present, and the amount of energy savings depends on the level of compliance.  

The level of electrical energy savings that can be achieved with industrial 

machines as demonstrated in this dissertation is of great importance to reduce production 

costs with minimum impact to the machine design. The only change is in the design of 

the motion profile commanding each servo axis. This method only modifies the profile of 

the command signal without altering the timing for each segment of the original motion 
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profile. This facilitates the implementation of the optimized motion profile since it does 

not change the time for each step of the machine. Additionally, no changes are necessary 

in the mechanical or automation system. This also helps to reduce the cost of 

implementation of this method in industrial machines.  

6.2 Future Work 

For the mechatronics design process presented in this dissertation, the thermal 

model of the motor and the IGBT’s in the servo drive powering the motor can be 

included in the analysis for the search of the proper motor to power the system.  

For the energy optimization method, the analysis of the dc-bus in the drive can be 

included in the analysis to optimize the energy also in terms of the regenerative energy 

recovered in the capacitors in the servo drive.  

The feasibility of applying this energy optimization method for on-line 

optimization instead of off-line could also be investigated. This would allow one to re-

compute motion profiles during the machine process for the case in which the command 

signal needs to be modified to account for changing processes, machine variability, 

different products, etc.  

The energy optimization method was validated for three systems, but to make this 

system robust enough and generic enough to apply for any industrial machine, exhaustive 

tests are still required.  
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Appendix A -  Arduino code to decodify encoders 

The code shown below measures the rising edge of either channel A or B of an 

incremental via Interrupts of the Arduino Mega board. Since only one edge or only on 

channel of each encoder triggers a count in position in this code, the resolution of the 

decodification matches the encoder pulses per revolution (PPR) specification. For 

example, for a 500 PPR encoder, this code will measure 500 pulses per motor revolution. 

This code can be modified to measure either the falling or rising edges of both channels 

A and B which doubles the resolution of position measurement, or it can be modified to 

measure the falling and rising edges of channels A and B which quadruples the resolution 

of position measurement. When both edges or both channels are measured, the 

decodification method is in general called “Quadrature” or “AQuadB”. If a geared-motor 

is used, the gear ratio can be entered in this code and the measured angular position will 

represent the angular position of the output of the gearbox. If the encoder resolution is too 

high, it can be reduced by the parameter “Ratio” in this code. The measured angular 

position is sent to the digital output at every loop in the code by directly writing to the 

digital outputs.  

This code to decodify two encoders can be copied and pasted in the Arduino 

Software [98] and downloaded to an Arduino Mega board. The electrical diagram to wire 

the encoders to the Arduino board is shown in Fig. 4-13. 

 
// ====================================================================================== 

// Single Edge Decodification for Two Incremental Encoders 

// ====================================================================================== 

// Description: 

//     This code can measure angular position and angular velocity of two incremental 

encoders. Single Edge mode means that rising or  

//        falling edges of channel A of each encoder is watched via interrupts of 

Arduino. Thus, a 500 PPR encoder for example,  

//        yield 500 counts per revolution, which matches the PPR of the encoder. 
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//     Encoder 1 connected to Pins 2 and 4 on Arduino Mega 

//     Encoder 2 connected to Pins 3 and 5 on Arduino Mega 

//     The code shown below can be used for more than 40000 encoder pulses per second per 

motor.  

// Inputs: 

//     MotorMaxSpdRPS = this is the maximum motor speed in Rev/sec 

//     EncoderPPR = this is the Pulses per Revolution of the encoder. 

// Outputs: 

//     Pos1 = it contains the unwinded angular position of the encoder 1. The value of 

Pos1 varies from 0 to 250. Since the encoder used in this  

//                 experiment has 500 PPR, Pos1 unwinds every half encoder revolution.  

//     Pos2 = it contains the unwinded angular position of the encoder 2. The value of 

Pos1 varies from 0 to 250. Since the encoder used in this  

//                 experiment has 500 PPR, Pos2 unwinds every half encoder revolution.  

// By: Aderiano da Silva 

// Marquette University 

// Department of Mechanical Engineering 

// Created: Nov 2011 

// Updates:  

//         Sep 28, 2012: Added code to ouptut angular position of both encoders. 

//         Aug 16, 2013: created Pos1 and Pos2 variables and write value directly to 

digital outputs. 

//         Dec 19, 2014: Added "Ratio" to decodification. Thus, lower resolution data is 

sent to second Arduino.  

 

 

//#include "WProgram.h"             // This header file includes all the defintions 

needed for the standard Arduino core. This enables us to use the pinMode, digitalWrite, 

delay etc.   

#include "Arduino.h"                // This header file includes all the defintions 

needed for the standard Arduino core. This enables us to use the pinMode, digitalWrite, 

delay etc.   

#include <digitalWriteFast.h>     // library for high performance digital reads and 

writes. Download library from http://code.google.com/p/digitalwritefast/  

 

 

// Input Data 

#define MotorMaxSpdRPS 35L          // maximum motor speed in Revolutions Per Second 

(RPS) 

#define EncoderPPR 500L             // PPR (Pulses per revolution) of encoder. Also 

called CPR (counts per revolution) 

const float GB_ratio = 1;           // Gear Ratio of the gear box connected to the motor. 

Enter 1 for no gear box case. 

 

// Parameters to measure angular shaft position: 

// Encoder 1 

#define InterruptNumber_A1 0        // number of one out of two interrupt: interrupt 0 is 

for Digital Input 2 

#define PinNumberChannel_A1 2       // Digital Input pin number for interrup 0: Digital 

Input 2, for Channel A of encoder 

#define PinNumberChannel_B1 4       // Digital Input pin number for interrup 0: Digital 

Input 3, for Channel B of encoder 

//#define VelocityPinOutEnc1 9      // Number of Analog Output with angular shaft 

velocity in RPS converted to digital values (0-255). Avoid pins 5 and 6 due to higher 

duty cycles.  

//#define PositionPinOut_1 6        // Number of Analog Output with angular shaft 

position at output of gear box in Rev converted to digital values (0-255). Avoid pins 5 

and 6 due to higher duty cycles.  

volatile bool Channel_A1_Status;    // status of Channel A of the encoder. The status is 

checked when an interrupt occurs due to a transition in either A or B channels. 

volatile bool Channel_B1_Status;    // status of Channel B of the encoder. The status is 

checked when an interrupt occurs due to a transition in either A or B channels. 

volatile long AngPos_in_EncCnts_1 = 0;  // angular shaft position in encoder counts. 

Thus, 1 revolution = EncoderPPR x 4 

 

// Encoder 2 

#define InterruptNumber_A2 1        // number of one out of two interrupt: interrupt 0 is 

for Digital Input 2 

#define PinNumberChannel_A2 3       // Digital Input pin number for interrup 0: Digital 

Input 2, for Channel A of encoder 



 

 
278

#define PinNumberChannel_B2 5       // Digital Input pin number for interrup 0: Digital 

Input 3, for Channel B of encoder 

//#define VelocityPinOutEnc2 10     // Number of Analog Output with angular shaft 

velocity in RPS converted to digital values (0-255). Avoid pins 5 and 6 due to higher 

duty cycles.  

//#define PositionPinOut_2 11       // Number of Analog Output with angular shaft 

position at output of gear box in Rev converted to digital values (0-255). Avoid pins 5 

and 6 due to higher duty cycles.  

volatile bool Channel_A2_Status;    // status of Channel A of the encoder. The status is 

checked when an interrupt occurs due to a transition in either A or B channels. 

volatile bool Channel_B2_Status;    // status of Channel B of the encoder. The status is 

checked when an interrupt occurs due to a transition in either A or B channels. 

volatile long AngPos_in_EncCnts_2 = 0;  // angular shaft position in encoder counts. 

Thus, 1 revolution = EncoderPPR x 4 

 

// Parameters to calculate angular position and velocity of Encoder 1 and 2 

signed long NewTime;                // current clock time in microseconds to calculate 

velocity 

signed long OldTime;                // clock time in microseconds to calculate "dt" for 

velocity (dP/dt) 

signed long NewPos_1;               // current angular position in encoder counts to 

calculate velocity 

signed long OldPos_1;               // angular position in encoder counts to calculate 

"dP" for velocity (dP/dt) 

signed long NewPos_2;               // current angular position in encoder counts to 

calculate velocity 

signed long OldPos_2;               // angular position in encoder counts to calculate 

"dP" for velocity (dP/dt) 

signed long VelCntsPerSec_1;        // calculated angular shaft velocity (dP/dt) in 

encoder counts per second            

signed long VelCntsPerSec_2;        // calculated angular shaft velocity (dP/dt) in 

encoder counts per second            

signed long MotorMaxVelCntsPerSec;  // maximum motor shaft velocity in encoder counts per 

second 

signed long VelAnalogOut_1;         // calculated angular shaft velocity (dP/dt) in 

digital value (0 to 255), where 0 = min neg velocity, 127 = zero velocity, 255 = max pos 

velocity 

signed long VelAnalogOut_2;         // calculated angular shaft velocity (dP/dt) in 

digital value (0 to 255), where 0 = min neg velocity, 127 = zero velocity, 255 = max pos 

velocity 

signed long PosAnalogOut_1;         // calculated angular shaft position in digital value 

(0 to 255), where 0 = zero position, 255 = 1 rev at output of gear box 

signed long PosAnalogOut_2;         // calculated angular shaft position in digital value 

(0 to 255), where 0 = zero position, 255 = 1 rev at output of gear box 

signed long Pos1;                   // angular position of encoder 1 in binary from 0 to 

2^PinCount 

signed long Pos2;                   // angular position of encoder 2 in binary from 0 to 

2^PinCount 

int LowPinNum = 30;                 // pin number of the first pin to be sent the digital 

angular position  

int PinCount = 12;                  // nummber of bits on digital angular position sent 

to the digital outputs 

int Pos1Mult;                       // used to unwind the encoder 1 position  

int Pos2Mult;                       // used to unwind the encoder 1 position 

int Ratio = 4;                      // this is the ratio btw full resolution of 

decodification and the  

                                    // value sent to the digital outputs, Examples:  

                                    // Ratio = 1 --> 1000/1 = 1000 encoder counts per 

motor rev 

                                    // Ratio = 4 --> 1000/4 = 250 encoder counts per 

motor rev 

                                    // Ratio = 8 --> 1000/8 = 125 encoder counts per 

motor rev 

int Ratio250 = Ratio*250; 

 

// The setup() function is called when a sketch starts. Use it to initialize variables, 

pin modes, start using libraries, etc.  

// The setup function will only run once, after each powerup or reset of the Arduino 

board.  

void setup()  

{  
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  Serial.begin(115200);      

  OldTime=micros();                                                    // initialize 

variable OldTime 

  OldPos_1=0;                                                          // initialize 

variable OldPos_1 for Encoder 1 

  OldPos_2=0;                                                          // initialize 

variable OldPos_2 for Encoder 2   

  MotorMaxVelCntsPerSec = MotorMaxSpdRPS*EncoderPPR*4L;                // calculate 

maximum motor angular velocity in encoder counts per second. 

                                                                       // The sufix "L" 

forcex the constant into a long data format from -2,147,483,648 to 2,147,483,647. 

  // Encoder 1 

  pinMode(PinNumberChannel_A1, INPUT);                                 // sets as input 

the pin for channel A signal from the encoder 

  digitalWrite(PinNumberChannel_A1, LOW);                              // turn on pullup 

resistors for channel A signal from the encoder 

  pinMode(PinNumberChannel_B1, INPUT);                                 // sets as input 

the pin for channel B signal from the encoder 

  digitalWrite(PinNumberChannel_B1, LOW);                              // turn on pullup 

resistors for channel A signal from the encoder 

  attachInterrupt(InterruptNumber_A1, HandleMotorInterrupt_1, RISING); // sets interrupt 

0 to watch for rising and falling edges in Pin 2 (Channel A). Call function 

HandleMotorInterruptA when transition happens. 

 

  // Encoder 2   

  pinMode(PinNumberChannel_A2, INPUT);                                 // sets as input 

the pin for channel A signal from the encoder 

  digitalWrite(PinNumberChannel_A2, LOW);                              // turn on pullup 

resistors for channel A signal from the encoder 

  pinMode(PinNumberChannel_B2, INPUT);                                 // sets as input 

the pin for channel B signal from the encoder 

  digitalWrite(PinNumberChannel_B2, LOW);                              // turn on pullup 

resistors for channel A signal from the encoder 

  attachInterrupt(InterruptNumber_A2, HandleMotorInterrupt_2, RISING); // sets interrupt 

1 to watch for rising and falling edges in Pin 3 (Channel B). Call function 

HandleMotorInterruptB when transition happens. 

   

  // Set as OUTPUTS all Digital Outputs used for encoder position   

  for (int i = 0; i < PinCount * 2; i++) { 

      pinMode(LowPinNum+i, OUTPUT); 

  } 

} 

 

 

// --------------------------------------------------------------------------------  

// Calculation of angular position in encoder counts 

// --------------------------------------------------------------------------------  

// Interrupt service routines when a transition in Pin 2 - Channel A of the encoder 1 - 

occurs, and then calculate new angular position 

 

void HandleMotorInterrupt_1()  

{ 

  Channel_B1_Status = digitalReadFast(PinNumberChannel_B1);   // fast read of the status 

of the digital input in pin 2 

  Channel_A1_Status = digitalReadFast(PinNumberChannel_A1);   // fast read of the status 

of the digital input in pin 3 

 

  if (Channel_B1_Status != Channel_A1_Status)                 // if A!=B with transition 

in A --> Positive Direction, then increment counts 

    AngPos_in_EncCnts_1++;    

  else                                                        // if A==B with transition 

in A --> Negative Direction, then decrement counts 

    AngPos_in_EncCnts_1--;    

} 

 

// Interrupt service routines when a transition in Pin 3 - Channel A of the encoder 2 - 

occurs, and then calculate new angular position 

void HandleMotorInterrupt_2()  

{ 

  Channel_B2_Status = digitalReadFast(PinNumberChannel_B2);   // fast read of the status 

of the digital input in pin 2 
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  Channel_A2_Status = digitalReadFast(PinNumberChannel_A2);   // fast read of the status 

of the digital input in pin 3 

 

  if (Channel_B2_Status == Channel_A2_Status)                 // if A==B with transition 

in B --> Positive Direction, then increment counts 

    AngPos_in_EncCnts_2++;    

  else                                                        // if A!=B with transition 

in B --> Negative Direction, then decrement counts 

    AngPos_in_EncCnts_2--; 

} 

 

 

void loop()  

{  

// --------------------------------------------------------------------------------  

// Unwind Angular Postion of Encoder 1 to binary 

// -------------------------------------------------------------------------------- 

// Calculate Angular Shaft Position of Encoder 1:255 

PosAnalogOut_1 = AngPos_in_EncCnts_1*1L; 

 

// Unwinds the encoder position from 0 to 255 in any direction: 

if (PosAnalogOut_1 < 0) { 

  Pos1Mult = - PosAnalogOut_1/Ratio250; 

  Pos1 = Ratio250 + PosAnalogOut_1 + Pos1Mult*Ratio250; 

  Pos1 = Pos1 / Ratio; 

} 

 

if (PosAnalogOut_1 >= 0){  

    Pos1Mult = PosAnalogOut_1/Ratio250; 

    Pos1 = PosAnalogOut_1 - Pos1Mult*Ratio250; 

    Pos1 = Pos1 / Ratio; 

} 

 

// --------------------------------------------------------------------------------  

// Send angular position of Encoder 1 to digital outputs:   

// --------------------------------------------------------------------------------  

PORTC = Pos1 & B11111111;  // see: http://arduino.cc/en/Reference/BitwiseAnd 

 

// --------------------------------------------------------------------------------  

// Unwind Angular Postion of Encoder 2 to binary 

// -------------------------------------------------------------------------------- 

// Calculate Angular Shaft Position of Encoder 2    

PosAnalogOut_2 = AngPos_in_EncCnts_2*1L;      

      

// Unwinds the encoder position from 0 to 250 in any direction: 

if (PosAnalogOut_2 < 0) { 

  Pos2Mult = - PosAnalogOut_2/Ratio250; 

  Pos2 = Ratio250 + PosAnalogOut_2 + Pos2Mult*Ratio250; 

  Pos2 = Pos2 / Ratio; 

} 

 

if (PosAnalogOut_2 >= 0){  

    Pos2Mult = PosAnalogOut_2/Ratio250; 

    Pos2 = PosAnalogOut_2 - Pos2Mult*Ratio250; 

    Pos2 = Pos2 / Ratio; 

} 

 

// --------------------------------------------------------------------------------  

// Send angular position of Encoder 2 to digital outputs:   

// --------------------------------------------------------------------------------  

 

PORTL = Pos2 & B11111111;  // see: http://arduino.cc/en/Reference/BitwiseAnd 

 

delay(1);                                                         // this is the loop 

time given in milliseconds. 

 

//WriteSerial(); 

  // <><><><><><><><><><><><><><><><><><><> 

  // ADD ANY  CODE HERE! 

  // <><><><><><><><><><><><><><><><><><><> 
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  // OR YOU CAN CREATE A NEW FUNCTION AND ADD YOUR CODE THERE. FOR EXAMPLE, CREATE THE 

FUNCTION MyCode():   

  //  MyCode(); 

 

} 

 

 

/* 

void WriteSerial() 

{  

     Serial.print(Pos1,DEC); 

     Serial.print(" "); 

     delay(500); 

} 

*/ 
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Appendix B  –   Arduino code to read angular position in the control 

board 

 

The sub-assembly in Simulink to read the angular position of motor 1 from the 

digital inputs is shown in Fig. B-1. 

 

 

Fig. B-1 - Sub-assembly in Simulink to read the angular position of motor 1 from the 

digital inputs 

 

The content of the sub-assembly shown in Fig. B-1 is shown in Fig. B-2. 

  

 

 

Fig. B-2 - Content of the sub-assembly used to read the angular position of motor 1 from 

the digital inputs 
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The content of the block “Convert Encoder Position from Cyclic to Linear” is shown in 

Fig. B-3. 

 

 

Fig. B-3 - Content of the block “Convert Encoder Position from Cyclic to Linear” 

 

 

The code of the “MATLAB Function - Convert Encoder Position from Cyclic to 

Linear” is shown below: 

function [ActualVel,UnlimitedActualPos] = 

EncUnwind(CyclicPosAtual,CyclicPosPrev,UnlimitedPosPrev,CntsPerCycle,Ts) 

%#codegen 

% Convert cyclic angular position of an encoder into a linear position 

% Input variables: 

%   CyclicPosAtual: actual reading from encoder (this is an integer number 

%                   from zero to "CntsPerCycle")  

%                   [Encoder Counts] 

%   CyclicPosPrev:  encoder position from the previous scan (this is an  

%                   integer number from zero to "CntsPerCycle")  

%                   [Encoder Counts] 

%   LinearPosPrev:  converted encoder posion from cyclic to linear, but from 

%                   the previous scan (this is a number from -inf to +inf)  

%                   [Encoder Counts] 

%   CntsPerCycle:   number of encoder counts per revolution. For a 500 PPR 

%                   encoder with X2 decodification, the CntsPerCycle is: 

%                   500 Pulses/Rev x 2 Counts/Pulse = 1000 Counts/Rev  

%                   [Counts/Rev] 

%  

% Output variables 

%   UnlimitedPosActual: converted encoder position from cyclic to unlimited  

%                       (this is a number from -inf to +inf)  

%   ActualVel: calculated angular velocity [Encoder Counts/sec] 

  

% Convert cyclic angular position in unlimited angular position: 

if abs(CyclicPosAtual -  CyclicPosPrev) > 0.5 * CntsPerCycle % detects unwind condition 

    % A unwind condition occured, then calculate LinearPosActual based on CW or CCW 

rotation:     

    if CyclicPosAtual <  CyclicPosPrev  % CW rotation (0 ...CntsPerCycle)  
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        UnlimitedActualPos = UnlimitedPosPrev + (CntsPerCycle - CyclicPosPrev) + 

CyclicPosAtual; 

    else                                % CCW rotation (CntsPerCycle ... 0) 

        UnlimitedActualPos = UnlimitedPosPrev - (CntsPerCycle - CyclicPosAtual) - 

CyclicPosPrev; 

    end 

else    % no unwind condition: 

    UnlimitedActualPos = UnlimitedPosPrev + (CyclicPosAtual - CyclicPosPrev); 

end 

% Calculate angular velocity: 

ActualVel = (UnlimitedActualPos - UnlimitedPosPrev)/Ts; 
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Appendix C –   Sensor Fusion Derivation 

The sensor fusion is given in Fig. 4-23 and introduced in Section 4.3.2.4. The 

derivation of equation (57) is given next. 

A low-pass filter is defined as follows: 

��s = R% = 1�; + 1 (155) 

 

Where, τ is the time constant of the filter. By manipulation of the fundamental 

discrete-time equation of a LPF, %� − R� = ��R� − R�^�
 [Z⁄ , the LPF equation can be 

written as follows: 

R� = %��1 − �
 + R�^�� (156) 

 

Where: 

� = �� + [Z (157) 

 

Where dt is the sampling time of the signals and τ is time constant that defines the 

LPF response. 

Meanwhile, the a high-pass filter is defined as: 

��s = R% = �;�; + 1 
(158) 

 

Similarly, by manipulation of the fundamental discrete-time equation of a HPF, 

R� = �e��%� − %�^�
 [Z⁄ 
 − ��R� − R�^�
 [Z⁄ 
f , the HPF equation can be written as 

follows: 

R� = �%� − %�^�
� + R�^�� (159) 
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The LPF equation (156) can then be defined in terms of the accelerometer signal 

as follows: 

�cÃ	� = �c	��1 − �
 + �cÃ	�^�� (160) 

 

Similarly, HPF equation can be defined in terms of the gyroscope signal as 

follows: 

��Ã	� = ���	� − ��	�^�
� + ��Ã	�^�� (161) 

 

The tilt angle is the sum of the angle measured by the accelerometer and the 

gyroscope. Therefore, by combining both signal from the accelerometer, an accurate and 

clean measurement of the tilt angle is possible. The tilt angle is then calculated as 

follows: 

�� = ��Ã	� + �cÃ	� (162) 

 

Substituting (160) and (161) in (162), the following is obtained: 

�� = ���	� − ��	�^�
� + ��Ã	�^�� + �c	��1 − �
 + �cÃ	�^�� (163) 

Since: 

��^� = ��Ã	�^� + �cÃ	�^� (164) 

Then, substituting (164) into (163): 

�� = ���	� − ��	�^�
� + �	�^�� + �c	��1 − �
 (165) 

 

Which yields, the discretized sensor fusion equation: 

 �� = ���	� − ��	�^�
� + �	�^�� + �c	��1 − �
 (166) 
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Appendix D –  Matlab code for two-inertia system 

 

 

This code is to generate the results shown in Fig. 5-2, Fig. 5-3,Fig. 5-4, and Fig. 

5-5.  

clear all; close all; clc 

% INPUT DATA ============================================================= 

% Move time and move distance 

T = 0.1;                        % machine cycle time [sec] 

ThetaM_T = 0.1*(2*pi);          % desired final position for motor[rad] 

ThetaL_T = 0.1*(2*pi);          % desired final position for load [rad] 

Ts = -1;                        % used for Simulink model 

  

% MECHANICAL DATA ============================================================= 

% Motor MPL-B310P-M 

Kt = 1.58/1.7;                  % torque constant [Nm/A] calculated as stall  

     % torque / stall rms current 

Imax = 2.4/sqrt(2);             % maximum motor current (peak current) [A] 

Vmax = 460;                     % maximum motor voltage [V] 

Rm = 18.9;                      % Motor resistance [ohms] 

GR = 1;                         % gear ratio of gear box 

Vm = 460;                       % motor voltage [V] 

Ke = 98 * 60/(1000*2*pi);       % Back EMF constant [V/rad/s] 

Kb = Ke;                        % Back EMF constant [V/rad/s] 

L = 92e-3;                      % inductance [H] 

Tm=Kt*Imax*GR;                  %*0.95; 

Jm = 0.000044 * (GR^2);         % motor inertia reflected to output of gearbox  

                                %[kg-m2]. NOTE: Gearbox inertia is unknown. 

Tf = 0.068;                     % Friction torque (note: the motor used has a  

                                % seal shft, so Tf is for seal motor shaft case 

b = (0.016/1000/2/pi);          % for MPLA310, b=0.016Nm/krpm and it needs to  

                                % be converted to Nm-s/rad 

  

% Torsional stiffness of motor shaft and rod connecting (btw load and coupling) 

k = 1281;        % [Nm/rad] 

 

% Fly-wheel (load) 

Dens = 7900;                    % material density [kg/m^3]. Steel=7900,  

OD_L = 0.127;                   % outer diameter of fly-wheel [m] 

ID_L = OD;                      % inner diameter of fly-wheel [m] 

L_L = 0.0125;                   % lenght of fly-wheel [m] 

Vo = pi*(OD_L/2)^2*L_L;         % volume [m^3] 

Vi = pi*(ID_L/2)^2*L_L;         % volume [m^3] 

JL = 0.5*Dens*Vo*(OD_L/2)^2 - 0.5*Dens*Vi*(ID_L/2)^2; % Load inertial [kg/m2] 

 

% ENERGY OPTIMIZATION METHOD 

 

% Hamiltonian matrix using cost function as int((va/R)-(va*Kb*omega/R)) 
H = [0      1             0       0       0       0   0       0       0       0          ; ... 

    -k/Jm   -b/Jm         k/Jm    b/Jm    Kt/Jm   0   0       0       0       0          ; ... 

    0       0             0       1       0       0   0       0       0       0          ; ... 

    k/JL    b/JL          -k/JL   -b/JL   0       0   0       0       0       0          ; ... 

    0       -(Ke/(2*L))   0       0       -Rm/L   0   0       0       0       -Rm/(2*L^2); ...     

    0       0             0       0       0       0   k/Jm    0       -k/JL    0         ; ... 

    0       (Ke^2)/(2*Rm) 0       0       0       -1  b/Jm    0       -b/JL    (Ke/(2*L)); ... 

    0       0             0       0       0       0   -k/Jm   0       k/JL     0         ; ... 

    0       0             0       0       0       0   -b/Jm   -1      b/JL     0         ; ... 

    0       0             0       0       0       0   -Kt/Jm  0       0        Rm/L      ]; 

% Boundary Conditions 
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x0 = [0 0 0 0 0]'; 

xT = [ThetaM_T  0  ThetaL_T 0 0]'; 

  

%=========== Calculation of Transition Matrix and control effort ========== 

  

% Calculating lambda 0: 

t=0:1/20000:T; % Note: t needs to be defined this way instead of linspace for 

the Simulink model match the Matlab results 

A = H; 

PhiT=expm(A*T); 

PhiT11=PhiT(1:5,1:5); 

PhiT12=PhiT(1:5,6:10); 

PhiT22=PhiT(6:10,6:10); 

     

% From equations (13) and (11): 

lambda0 = PhiT12\(xT - PhiT11*x0); 

 

% Calculating the dynamic response of the system: 

B = zeros(10,1); 

C = [0 0.5*Ke 0 0 0 0 0 0 0 -Rm/(2*L)]; 

D = 0; 

u = 0*t; 

[ustar,X]=lsim(A,B,C,D,u,t,[x0;lambda0]); 

  

% PLOTS 

figure; plot(t,X(:,1:5), t,ustar,'LineWidth',2) 

xlabel('Time (sec)') 

grid on 

legend('Mtr Pos(t)','Mtr Vel(t)','Load Pos(t)','Load Vel(t)','Ia(t)','u(t)') 

  

figure 

plot(t,X(:,1),t,X(:,3),'LineWidth',2) 

xlabel('Time (sec)') 

ylabel('Angular Position (rad)') 

grid on 

legend('\theta_m(t)','\theta_l(t)') 

  

figure; plot(t,X(:,2),'LineWidth',2) 

hold on; plot(t,X(:,4),'LineWidth',2) 

xlabel('Time (sec)') 

ylabel('Angular Velocity (rad/s)') 

grid on 

legend('\omega_m(t)','\omega_l(t)') 

  

figure; plot(t,ustar,'LineWidth',2) 

xlabel('Time (sec)') 

ylabel('Motor Voltage (V)') 

grid on 

 
 

 

The code below is to generate the results shown in Fig. 5-7and Fig. 5-8 and also 

in Table 5-1 and Table 5-2. The Simulink model called below is shown in Fig. 5-6: 

  

%% Plot energy curves for all motion profiles 

Selector=1; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Optm=Energy; 

FinalEnergy.Optm=Energy(length(Energy),2); 
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MaxPosError.Optm=max(PosError(:,2)); 

  

Selector=2; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Trap=Energy; 

FinalEnergy.Trap=Energy(length(Energy),2); 

MaxPosError.Trap=max(PosError(:,2)); 

  

Selector=3; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Cycloidal=Energy; 

FinalEnergy.Cycloidal=Energy(length(Energy),2); 

MaxPosError.Cycloidal=max(PosError(:,2)); 

  

Selector=4; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.ModSine=Energy; 

FinalEnergy.ModSine=Energy(length(Energy),2); 

MaxPosError.ModSine=max(PosError(:,2)); 

  

Selector=5; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Cubic=Energy; 

FinalEnergy.Cubic=Energy(length(Energy),2); 

MaxPosError.Cubic=max(PosError(:,2)); 

  

Selector=6; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.SHM=Energy; 

FinalEnergy.SHM=Energy(length(Energy),2); 

MaxPosError.SHM=max(PosError(:,2)); 

  

Selector=7; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Fifth=Energy; 

FinalEnergy.Fifth=Energy(length(Energy),2); 

MaxPosError.Fifth=max(PosError(:,2)); 

  

Selector=8; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Seventh=Energy; 

FinalEnergy.Seventh=Energy(length(Energy),2); 

MaxPosError.Seventh=max(PosError(:,2)); 

  

Selector=9; 

sim('TwoJ_SystemComparison_V3_for_Fig_DualLoop') 

EnergyAllMP.Ninth=Energy; 

FinalEnergy.Ninth=Energy(length(Energy),2); 

MaxPosError.Ninth=max(PosError(:,2)); 

  

% Plot results 

figure('Position',[500 500 700 500]) 

plot(EnergyAllMP.Optm(:,1),EnergyAllMP.Optm(:,2),'r') 

hold on 

plot(EnergyAllMP.Trap(:,1),EnergyAllMP.Trap(:,2),'k') 

plot(EnergyAllMP.Cycloidal(:,1),EnergyAllMP.Cycloidal(:,2),'Color',[0 0.4 0]) 

plot(EnergyAllMP.ModSine(:,1),EnergyAllMP.ModSine(:,2),'Color',[0.682 0.467 0]) 

plot(EnergyAllMP.Cubic(:,1),EnergyAllMP.Cubic(:,2),'Color',[0.6 0 0.6]) 

plot(EnergyAllMP.SHM(:,1),EnergyAllMP.SHM(:,2),'g') 

plot(EnergyAllMP.Fifth(:,1),EnergyAllMP.Fifth(:,2),'m') 

plot(EnergyAllMP.Seventh(:,1),EnergyAllMP.Seventh(:,2),'b') 

plot(EnergyAllMP.Ninth(:,1),EnergyAllMP.Ninth(:,2),'c') 
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xlabel('Time (sec)') 

ylabel('Energy (J)') 

legend1=legend('Optimized','Trapezoidal','Cycloidal','ModSine','Cubic','SHM','5

^t^h Order','7^t^h Order','9^t^h Order'); 

set(legend1,'Position',[0.1505 0.52968 0.184249 0.373124]); 
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