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ABSTRACT
ENACTING SYSTEMIC CHANGE: THE EVOLVING LANDSCAPE OF COMPUTER SCIENCE EDUCATION IN THE STATE OF WISCONSIN

Heather Bort
Marquette University, 2021

Over the last decade, the Systems Lab at Marquette University has undertaken a grand challenge to positively impact learners and educators in the state of Wisconsin with computer science education innovation. We have moved through a progression in maturity around recognizing the need for and implementing a propagation plan to achieve this desired outcome. This work showcases several novel innovations with increasing overall effectiveness in creating a more diverse community of computer science educators and learners in the state. We demonstrate a pattern of increased engagement, sustainable change, and measurable impact, that has resulted in a more accessible and inclusive landscape for computer science education in the state of Wisconsin.

This dissertation will present five separate novel contributions to the Computer Science Education Field. 1.) The measurement of educators’ ability to integrate Computational Thinking concepts into their lessons; 2.) The implementation of Computing content in humanities courses; 3.) The development of a low-cost replacement to the robotics module in the Exploring Computer Science curriculum; 4.) The establishment of a Scratch based programming competition to run in parallel with a traditional programming competition; 5.) Utilizing Disparate Impact Analysis to quantify impact to regional and economic groups in a statewide implementation of Exploring Computer Science.

Each of these initiatives will be discussed within an innovation-based propagation cycle framework. This framework, based on Diffusion of Innovation theory, expands on the scope of the typical propagation framework to accommodate the continuous development of Computer Science Education innovations and their injection into the innovation-decision process.
ACKNOWLEDGEMENTS

This work would not have been possible without the support and encouragement of my advisor, Dr. Dennis Brylow. Thank you Dr. Brylow for helping me overcome the many roadblocks encountered over this journey. I hope to one day be able to pay forward the patience and relentless motivation you have shown me.

Thank you to my family for supporting my ambition. My children, Daniel and Benjamin, will finally get to experience life with a mother who is not also a student! They have endured so much due to my constant split attention necessitated by my goal to earn this degree.
# TABLE OF CONTENTS

LIST OF TABLES

LIST OF FIGURES

CHAPTER 1 Introduction

1.1 Background

1.1.1 U.S. Computer Science Education

1.1.2 Wisconsin Computer Science Education

1.2 Research Problem

1.3 Aims and Objectives

1.4 Significance

1.5 Limitations

1.6 Structural Outline

CHAPTER 2 Related Work

2.1 K-12 Computer Science Education

2.1.1 International

2.1.2 National

2.1.3 State Level

2.1.4 Multi-State Collaboration

2.2 Propagation

2.2.1 The Language of Propagation

2.2.2 Theoretical Foundations of Innovation Propagation

2.2.3 Propagation Models in Computer Science Education

CHAPTER 3 CS4Impact: Measuring Computational Thinking Concepts Present in CS4HS Participant Lesson Plans

3.1 Introduction

3.2 The Workshop

3.2.1 Focus on Computational Thinking

3.2.2 Under-representation

3.2.3 Feedback

3.3 Evaluation of Lesson Plans

3.3.1 Results

3.3.2 Other Analyses

3.4 Summary and Conclusions

3.4.1 Future Work

3.4.2 Acknowledgments

CHAPTER 4 MUzECS: Embedded Blocks for Exploring Computer Science

4.1 Introduction

4.1.1 Project Scope

4.2 Previous Research
<table>
<thead>
<tr>
<th>Section</th>
<th>Title</th>
<th>Page</th>
</tr>
</thead>
<tbody>
<tr>
<td>4.2.1</td>
<td>MUzECS Ensemble</td>
<td>40</td>
</tr>
<tr>
<td>4.3</td>
<td>Blocks</td>
<td>41</td>
</tr>
<tr>
<td>4.3.1</td>
<td>Overlapping Block Objective</td>
<td>41</td>
</tr>
<tr>
<td>4.3.2</td>
<td>Block Abstraction</td>
<td>42</td>
</tr>
<tr>
<td>4.3.3</td>
<td>Visual Aids</td>
<td>43</td>
</tr>
<tr>
<td>4.3.4</td>
<td>Block Expansion</td>
<td>44</td>
</tr>
<tr>
<td>4.3.5</td>
<td>Error Handling</td>
<td>45</td>
</tr>
<tr>
<td>4.4</td>
<td>Future Work</td>
<td>45</td>
</tr>
<tr>
<td>4.5</td>
<td>Conclusion</td>
<td>46</td>
</tr>
<tr>
<td>4.5.1</td>
<td>Acknowledgment</td>
<td>47</td>
</tr>
<tr>
<td>5.1</td>
<td>Introduction</td>
<td>48</td>
</tr>
<tr>
<td>5.2</td>
<td>Prior Work</td>
<td>49</td>
</tr>
<tr>
<td>5.3</td>
<td>Setting</td>
<td>51</td>
</tr>
<tr>
<td>5.4</td>
<td>Course Structure and Motivation</td>
<td>52</td>
</tr>
<tr>
<td>5.4.1</td>
<td>Course Outcomes</td>
<td>53</td>
</tr>
<tr>
<td>5.4.2</td>
<td>Course Units</td>
<td>54</td>
</tr>
<tr>
<td>5.5</td>
<td>Methods</td>
<td>54</td>
</tr>
<tr>
<td>5.5.1</td>
<td>Survey Demographics</td>
<td>56</td>
</tr>
<tr>
<td>5.5.2</td>
<td>Course Development</td>
<td>56</td>
</tr>
<tr>
<td>5.6</td>
<td>Word Frequency and Test Mining</td>
<td>57</td>
</tr>
<tr>
<td>5.7</td>
<td>Network Analysis</td>
<td>57</td>
</tr>
<tr>
<td>5.8</td>
<td>Discussion</td>
<td>60</td>
</tr>
<tr>
<td>5.9</td>
<td>Conclusions</td>
<td>62</td>
</tr>
<tr>
<td>6.1</td>
<td>Introduction</td>
<td>63</td>
</tr>
<tr>
<td>6.2</td>
<td>Background</td>
<td>65</td>
</tr>
<tr>
<td>6.2.1</td>
<td>Collegiate Programming Competitions</td>
<td>65</td>
</tr>
<tr>
<td>6.2.2</td>
<td>Alternative Competitions</td>
<td>66</td>
</tr>
<tr>
<td>6.2.3</td>
<td>Scratch Competitions</td>
<td>67</td>
</tr>
<tr>
<td>6.3</td>
<td>Year One Competition</td>
<td>68</td>
</tr>
<tr>
<td>6.3.1</td>
<td>Task Prompt</td>
<td>68</td>
</tr>
<tr>
<td>6.3.2</td>
<td>Judging</td>
<td>69</td>
</tr>
<tr>
<td>6.4</td>
<td>Year Two Competition</td>
<td>69</td>
</tr>
<tr>
<td>6.4.1</td>
<td>Task 1 - The Maze</td>
<td>71</td>
</tr>
<tr>
<td>6.4.2</td>
<td>Task 2 - The Fly Swatter</td>
<td>71</td>
</tr>
<tr>
<td>6.4.3</td>
<td>Task 3 - Rock-Paper-Scissors</td>
<td>72</td>
</tr>
<tr>
<td>6.4.4</td>
<td>Task 4 - Pong</td>
<td>72</td>
</tr>
<tr>
<td>6.4.5</td>
<td>Task 5 - Sunken Ship Narrative</td>
<td>73</td>
</tr>
<tr>
<td>6.4.6</td>
<td>Submission and Judging</td>
<td>74</td>
</tr>
<tr>
<td>6.5</td>
<td>Results and Discussion</td>
<td>75</td>
</tr>
<tr>
<td>Section</td>
<td>Page</td>
<td></td>
</tr>
<tr>
<td>---------</td>
<td>------</td>
<td></td>
</tr>
<tr>
<td>6.5.1 Future Work</td>
<td>77</td>
<td></td>
</tr>
<tr>
<td>6.6 Conclusion</td>
<td>77</td>
<td></td>
</tr>
<tr>
<td>6.6.1 Acknowledgments</td>
<td>78</td>
<td></td>
</tr>
<tr>
<td><strong>CHAPTER 7</strong> The Impact of Exploring Computer Science in Wisconsin</td>
<td><strong>79</strong></td>
<td></td>
</tr>
<tr>
<td>7.1 Introduction</td>
<td>79</td>
<td></td>
</tr>
<tr>
<td>7.2 Geography in CS Education Research</td>
<td>80</td>
<td></td>
</tr>
<tr>
<td>7.3 The Role of Place</td>
<td>82</td>
<td></td>
</tr>
<tr>
<td>7.4 Methodology and Analysis</td>
<td>86</td>
<td></td>
</tr>
<tr>
<td>7.5 ECS in Wisconsin</td>
<td>87</td>
<td></td>
</tr>
<tr>
<td>7.6 Conclusion</td>
<td>89</td>
<td></td>
</tr>
<tr>
<td>7.6.1 Acknowledgments</td>
<td>91</td>
<td></td>
</tr>
<tr>
<td><strong>CHAPTER 8</strong> Discussion</td>
<td><strong>93</strong></td>
<td></td>
</tr>
<tr>
<td>8.1 Propagation</td>
<td>93</td>
<td></td>
</tr>
<tr>
<td>8.1.1 An Analogy</td>
<td>94</td>
<td></td>
</tr>
<tr>
<td>8.1.2 A Propagation Cycle</td>
<td>94</td>
<td></td>
</tr>
<tr>
<td>8.1.3 A New Model for Propagation</td>
<td>97</td>
<td></td>
</tr>
<tr>
<td>8.2 Innovation in PUMP-CS</td>
<td>101</td>
<td></td>
</tr>
<tr>
<td>8.2.1 Propagation + Innovation</td>
<td>102</td>
<td></td>
</tr>
<tr>
<td>8.3 Addressing Diffusion Shortcomings</td>
<td>111</td>
<td></td>
</tr>
<tr>
<td><strong>CHAPTER 9</strong> Conclusion and Future Work</td>
<td><strong>113</strong></td>
<td></td>
</tr>
<tr>
<td>9.1 Contributions</td>
<td>113</td>
<td></td>
</tr>
<tr>
<td>9.1.1 Chapter 3</td>
<td>113</td>
<td></td>
</tr>
<tr>
<td>9.1.2 Chapter 4</td>
<td>114</td>
<td></td>
</tr>
<tr>
<td>9.1.3 Chapter 5</td>
<td>114</td>
<td></td>
</tr>
<tr>
<td>9.1.4 Chapter 6</td>
<td>115</td>
<td></td>
</tr>
<tr>
<td>9.1.5 Chapter 7</td>
<td>116</td>
<td></td>
</tr>
<tr>
<td>9.1.6 Chapter 8</td>
<td>116</td>
<td></td>
</tr>
<tr>
<td>9.2 Future Work</td>
<td>116</td>
<td></td>
</tr>
<tr>
<td>9.2.1 Information Governance</td>
<td>116</td>
<td></td>
</tr>
<tr>
<td>9.2.2 Model Validation</td>
<td>117</td>
<td></td>
</tr>
<tr>
<td>9.2.3 Consequences of the Propagation Model</td>
<td>117</td>
<td></td>
</tr>
<tr>
<td><strong>REFERENCES</strong></td>
<td><strong>118</strong></td>
<td></td>
</tr>
</tbody>
</table>
LIST OF TABLES

7.1 Enrollment % in CS and ECS courses aggregated by school % of economic disadvantage, 2010-2016 .................................................. 92
# LIST OF FIGURES

2.1 Rogers’ five stage model of the innovation-decision process adapted from [155] .......................................................... 16
2.2 Rogers’ Adopter categorization on the basis of innovativeness adapted from [155] .......................................................... 18
3.1 Workshop Schedule .......................................................... 26
3.2 Lesson Plan Evaluation Rubric ............................................. 31
3.3 Lesson Plan Evaluation Results ........................................... 32
4.1 The shield and its peripherals attach to the Arduino GPIO headers . . . 38
4.2 Example use of control structures similar to high level programming . . 39
4.3 Example setup of how to play musical notes with the different methods provided by MUzECS ............................................. 42
4.4 Example of the code mapping in both text-based and block-based of a sample program that uses a variable and lights an LED if an object is close to the shield ......................................................... 43
4.5 Visualization queue to quickly assist beginners in understanding what their code will do .................................................. 43
4.6 Setup of I/O to assist in transition to text-based languages .................. 44
5.1 The Five Units of the Course ................................................ 55
5.2 Graphs created by students using GraphViz ............................... 59
5.3 Pre- and Post-Survey Results: Does Computer Science Allow for Creativity? 60
6.1 Scratch Division Instruction Page ........................................ 70
6.2 Flying Hippo Swatter and He-Man Sings .................................. 72
6.3 Task 4 - Pong ................................................................ 73
6.4 Task 5 given water, rock, and ship sprites ................................... 74
6.5 Task 5 Shark Sprite skin choices and Code ................................ 75
7.1 Districts where CS courses are offered in WI, ’14-15 ......................... 84
7.2 High school attendance boundaries where CS courses are offered in Milwaukee Public Schools, 2014-15 .......................... 85
7.3 Results of Join Count analysis of CS course offerings by high school district in Wisconsin (*-indicates significance at the .05 level, **-indicates significance at the .01 level) .................................................. 88
7.4 CS courses offered vs. CS licensed teachers, 2014-15 ...................... 90
8.1 Basic Example of a Waterfall Approach .................................... 94
8.2 Basic Example of an Agile Approach ....................................... 95
8.3 Expanded Scope of Our New Propagation Model .......................... 97
8.4 Alignment with Innovation-Decision Model .............................. 98
8.5 Multi-Innovation Initiatives can have categories of adopters engaged in different stages of the cycle at any given point in time ............... 100
8.6 low proximity network ...................................................... 107
8.7 high proximity network ..................................................... 108
8.8 The bridge tie acts to diffuse awareness of the innovation to a previously unconnected network.
CHAPTER 1

Introduction

Computer Science Education has emerged as an area of National concern and there has been an immense push from researchers, educators, and private corporations to increase, broaden, and democratize participation in computing by all people and especially people from historically underrepresented backgrounds. The attention computer science education has been receiving has spurred a huge increase in programs aiming to expand access to computing through teacher education, policy recommendation, and the development of educational innovations across almost all Computing disciplines. While many programs have focused on the K-12 education space, few have been aimed at addressing state wide adoption. Many of those state wide initiatives have been built using cooperative efforts, such as the Expanding Computing Education Pathways (ECEP) Alliance, and focus on system wide change to expand access to Computer Science Education. Independent, innovation focused, state wide efforts are exceedingly rare in the literature, especially those whose efforts include the implementation of multiple Computer Science Education innovations instead of a limited thread focus on well established innovations meant for widespread adoption. For the few independent state wide initiatives like this in the K-12 Computer Science Education space, it is rare to find literature that undertakes to assist others in the iterative propagation planning, necessary for implementation, and scaling of those efforts that result in not only successful adoption but sustained momentum and growth of the variety of programs intended to support learners and educators. The existing literature focuses on a pathways approach with each next step leading forward towards the end goal. Our work aims to assist the independent, innovation (research and development) based, efforts that must work in a cycle rather than a path, where each next step leads back to the beginning while still supporting the achievement of the “end goal”, given that the end goal will evolve over time.

Over the last decade, the Systems Lab at Marquette University has undertaken a
grand challenge to positively impact learners and educators in the state of Wisconsin with computer science education innovation. We have moved through a progression in maturity around recognizing the need for and implementing a propagation plan to achieve this desired outcome. This work showcases a number of novel innovations with increasing overall effectiveness in creating a more diverse community of computer science educators and learners in the state. We demonstrate a pattern of increased engagement, sustainable change, and measurable impact, that has resulted in a more accessible and inclusive landscape for computer science education in the state of Wisconsin.

This chapter will provide an introduction to the work by providing the necessary background and context, outlining the research problem, establishing the aims and objectives this research will focus on, and review the limitations of the research.

1.1 Background

The Preparing the Upper Midwest for Principles of Computer Science (PUMP-CS) project at Marquette University is currently engaged in it’s third NSF grant. The initial grant had the ambitious goal of preparing at least 100 high school teachers for computer science classrooms by the 2016-17 school year. This goal was met in an effort to contribute to Wisconsin’s share of the 10,000 teachers requested for the NSF CS10K Project. At the time, Wisconsin was one of the few states with clearly defined licensing standards for K-12 computer science teachers, although we did suffer from a lack of programs that provided the necessary courses for a teacher to qualify for the license required by the WI Department of Public Instruction to teach those courses that have more than 25% computer programming content. With almost 500 public high schools in the state, there were fewer than 40 of those schools with students enrolled in an AP CS face-to-face course for the 2014-15 school year. As part of the effort to meet the PUMP-CS goal of preparing teachers for offering computer science courses, Marquette has hosted annual cohorts of high school teachers for Exploring Computer Science (ECS) professional development sessions. We have been leveraging the ECS program to develop the diverse teaching talent recruited for PUMP-CS, providing ECS training as part of an alternative pathway to secondary licensure for K-12 computer science.
Successful adoption of the ECS curriculum has been reported in places like Los Angeles [120], Ohio [101], or Chicago [58]. Even programs that are not based on ECS have reported success and provided insight to the factors affecting the high school computer science landscape [87]. Something that we must keep in mind with these success stories, and even with our own initiative, is that these efforts took nontrivial levels of funding and person hours, much of those dedicated to the question of “how” rather than “what”. Going forward, we cannot be assured that the substantial amount of funding for computer science education initiatives will be available. We are challenged to find ways of optimizing the use of limited resources to ensure that initiatives like ECS and GAComputes! [82] are able to achieve scalability for replication in areas devoid of computer science education programs.

1.1.1 U.S. Computer Science Education

Computer science education has risen as a topic of importance in the United States, and while there are a vast amount of resources and attention being focused on STEM (science, technology, engineering, and mathematics) education, computer science as a field has suffered from not fitting well within any one area of STEM [132]. In fact, it has only been recently that computer science has been made visible as a separate discipline to learn and teach with the STEM+C initiative by the NSF [134]. Computer science is ubiquitous in our everyday lives, yet within the K-12 education system it has been marginalized[46]. Even as Computing is becoming visible in STEM education initiatives with STEM+C, it can still be perceived as merely a tacked on, superfluous discipline by the very nature of its initials appended position. Since computer science education has emerged as an area of concern there has been an immense push from researchers, educators, and private corporations to increase, broaden, and democratize participation in computing by all people and especially people from historically underrepresented backgrounds. In order to maintain this current momentum [132] argues that computer science needs to be seen as a core science and not perceived as a fringe or elective offering, or as purely application based literacy or coding.

The CSTA (Computer Science Teachers Association) 2013 report Bugs in the System: Computer Science Teacher Certification in the U.S. [46] points to education policy interactions at the federal, state, and local level as being responsible (perhaps
unintentionally) for perpetuating the perception of computer science as an unimpor-
tant, fringe subject. There have been policy recommendations following this work at
a national level. We have identified three themes in the research surrounding policy
recommendation and the state of computer science education [46, 132, 78, 77, 79]:

- Theme 1: **Computer Science must have status as a Core Subject** Students should be required to complete credits in computer science for high school
  graduation, or have computer science count for math or science credit towards
  graduation.

- Theme 2: **Equity in Opportunity** Underrepresented groups are less likely
to have the opportunity to take computer science courses. Computer science
should be offered at all high schools and schools should receive incentive for
prioritizing computing courses.

- Theme 3: **Knowledgeable and Qualified Teachers** Licensing/certification
  programs should be more comprehensive and accessible for those wishing to
teach computer science and states should require that computer science courses
  are taught by qualified teachers.

These themes can be seen referenced repeatedly in promotional media and advocacy
material for computer science education. Code.org tracks these themes at the state
level in the U.S., they publish maps and other documents for interested parties to use
as resources in their local advocacy [44].

Many times these themes are used by initiatives to build their end goals. The
Pump-CS program is no different, our original goals were focused on these themes
but we have evolved over time to also include innovation as a theme to promote
continued growth.

### 1.1.2 Wisconsin Computer Science Education

In the state of Wisconsin, the DPI (Department of Public Instruction) has begun
to recognize computer science as a subject that is important and deserving of time
in the K-12 curriculum. In December 2013, Wisconsin Act 63 provided local school
boards with the ability to count a qualifying computer science course as a math credit
towards high school graduation. [186]
Wisconsin State Statute 118.33 (1)(a)1. c. High school graduation standards
c. At least 3 credits of mathematics. The school board shall award a pupil up to one mathematics credit for successfully completing in the high school grades a course in computer sciences that the department has determined qualifies as computer sciences according to criteria established by the department

At the time of the initial PUMP-CS iteration, Wisconsin was one of only a few states with a computer science licensure/certification requirement for teachers. The Wisconsin Computer Science (405/1405) license was required to teach any course with at least 25% programming content [184]. This programming content percentage criteria has since been deprecated, however, at the time this was an important constraint on solution options for PUMP-CS. The state has worked to create certification pathways for teachers to obtain the computer science license and has published clear guidance for what can be considered a computer science course as opposed to a computer literacy or educational technology course [186, 184]. In 2017, the Wisconsin DPI adopted Computer Science Academic standards [187].

It would seem that Wisconsin is making progress toward providing all of its students with the opportunity to take computer science courses in high school. When we look at Wisconsin from the overall state level we see that policy has been put in place to ensure that we are meeting all three themes from section 1.1.1. However, when we take a look at the situation in individual schools across the state, we can see that not all schools offer computer science, and of the schools that do offer computer science courses, not all of them count those courses as a math credit towards graduation. Additionally, some of the schools that are offering courses that do not meet the criteria, set forth by the Wisconsin DPI, to count as a computer science course but rather a computer literacy course, are reporting those courses as computer science.

1.2 Research Problem

It has been well established that there is a need to expand access to Computer Science Education at the K-12 level, and multiple organizations are engaged in attempting
to meet that need. Almost all of the efforts that aim to expand access to or broaden participation in Computer Science at the K-12 level are focused on initial implementation and policy changes to promote sustained adoption, in essence, “carving out space for Computer Science in the schools”. While our effort does indeed aim to promote policy changes and implement initial programming in schools where it is nonexistent as well as creating pathways to licensure for teachers, we recognize that at some point we will hit adoption critical mass. The current literature is lacking in material that supports innovation adoption at the K-12 level beyond the initial implementation of Computer Science as an available subject. Our work aims to plan for this by placing focus on an often overlooked role within these K-12 propagation frameworks, the innovator. The creation of innovative instructional technology, curricular innovations, and pedagogical innovations is growing significantly in the Computer Science Education field, developing a propagation model that provides for this activity is crucial for the continued growth of the K-12 programs our work supports.

1.3 Aims and Objectives

This research aims to promote the concept of iterative development in propagation planning for large scale initiatives in K-12 Computer Science Education. The focus will be on the growth of a K-12 Computer Science Education program in the State of Wisconsin and the importance of planned innovation within the propagation framework that supports that growth.

This dissertation will present five separate novel contributions to the Computer Science Education Field.

- The measurement of educators ability to integrate Computational Thinking concepts into their lessons
- The development of a low cost replacement to the robotics module in the Exploring Computer Science curriculum
- The implementation of Computing content in humanities courses
- The establishment of a Scratch based programming competition to run in parallel with a traditional programming competition
• Utilizing Disparate Impact Analysis to quantify impact to regional and economic
groups in a statewide implementation of Exploring Computer Science

Each of these efforts will be placed within the larger scope of the PUMP-CS program, we will discuss the impact each has had to the statewide effort and explicitly define our proposed model for propagation. For each effort we analyze the impact that specific innovation attributes have had on the implementation and adoption of the innovation from the lens of a diffusion based framework. We then explore how these impacts have lead to the development of an enhanced framework to support continuing development of Computer Science Education innovation in the state of Wisconsin.

1.4 Significance

This work will contribute to researcher-practitioner partnerships model by describing a propagation framework specific to Innovation Development within K-12 Computer Science Education. This will help to address the need for continued growth in the development of new educational innovations to support adoption and expand access to quality Computer Science educational materials that are responsive to the specific needs of statewide programs.

1.5 Limitations

As with all research, there are several limitations to this work. Primarily, the participants in all of the interventions were self-selecting. A key component in the study of propagation of an innovation is the identification of both the time and the method by which “late majority” adopters or “laggards” are converted, since the participants sought out or chose to adopt the innovations instead of being directed or required to do so, we consider them to be members of the “innovator”, “early adopter”, or “early majority” categories of the adopter types classified by Rogers [155]. A longer term study focused on the sustained adoption across the state will be required to reflect those late conversions.

In addition, the geographical scope that this study was performed in, the State of Wisconsin, may be a limiting factor in the generalizability of this work. Follow on
efforts should be conducted to understand the outcomes of these innovations in other locations.

Another consideration to take into account is the availability of trusted, quality, data. All of the results in this work are compiled based on self reported data. Data collected at the time of the interventions from the participants was completely voluntarily given, not all individuals gave feedback or consent to use their data, and therefore may not represent an unbiased or comprehensive view of the intervention outcome. Individual student data was not available from K-12 classrooms for this study. All data representing student, classroom, school, or district demographics or function was determined based on information that had been reported by the schools to the Wisconsin Department of Instruction. This research was provided an anonymized version of the data for use. Therefore, demographics represent the school and are not necessarily representative of the individual classrooms. This data from the DPI was not presented in a normalized or well defined form, misinterpretation is always a risk under these circumstances. An important future avenue of research should focus on accurate data collection to provide results that are better than directional.

1.6 Structural Outline

In Chapter One, the context and background of this work has been introduced. We have identified the aims and objectives and discussed the limitations of the work presented in this dissertation.

In Chapter Two, the existing literature will be reviewed. Our focus will be on identifying State Level K-12 Computer Science Education initiatives and the Propagation Models in use for those efforts.

In Chapter Three, our work to measure the outcomes of a teacher professional development workshop will be presented.

In Chapter Four, we will explore the MUzECS module, a low cost replacement for the ECS robotics module.

In Chapter Five, we present a humanities based curriculum which incorporates computational thinking and computing concepts to meet the need for a context relevant quantitative literacy outcome.
In Chapter Six, our work to establish a Scratch based programming competition to run in parallel with a traditional programming competition is presented.

In Chapter Seven, we present the results of a disparate impact analysis, which quantifies the impact to economic and regional groups, from our state wide implementation of ECS.

In Chapter Eight, we describe our propagation cycle framework and discuss how each of the previously presented innovations contributes to that model.

In Chapter Nine, we summarize the contributions made with this work and explore the possibilities of future direction based on this work.
CHAPTER 2

Related Work

2.1 K-12 Computer Science Education

In a review of computer science education in the U.S., [132] indicates that while advocates for every academic subject may believe that the education system would be improved if only more time were dedicated to the study of their own subject and weakened by the reverse, there is a strong argument that can be made for putting more focus on computer science. They argue that there is a broad demand for computer science in IT professions, a broad demand for general knowledge of computer science, and pedagogical value in computer science. The motivation for computer science becoming a more important subject in education is commonly explained by how ubiquitous computing has become. It is argued that computer science skills are valuable in the job market and that the demand for these skills transcends the technology industry [132, 191]. In fact, some of the literature that promotes these motivators will go further by extending the argument of teaching valuable job skills into an argument that due to this we have a moral obligation to provide all students with these skills since they are required to live in a world where computing is so pervasive [46].

2.1.1 International

It is not only in the U.S. that the argument for computer science is being made. Internationally, computer science education has been an important topic for some time with rationales for including computer science as a subject in the K-12 curriculum being broken into many dimensions for further analysis. Many other countries are working on issues in computer science education; UK [30], Russia [107], Sweden [157], India [150], Italy [22], Korea [43], Germany [102, 111], France [12], Israel [74], Finland [112], and New Zealand [19]. Recently there has been awareness being brought to the lack of access to computing education in less affluent countries as well [6], work to build
an understanding of the state of Computer Science Education in Bangladesh, Nepal, Pakistan, and Sri Lanka was recently presented at ICER. In addition to International initiatives focused on formal K-12 (or the equivalent) education, one particularly extensive effort was conducted in Ireland [137] focused on outreach programs. [70] introduces us to the political dimension of computer science curriculum development. Pulling from [166], Fluck, et al., encourages us to accept that there is a political dimension in any curriculum as we investigate the development of such in Cyprus, United Kingdom, and Australia. Arguments for including computer science in schools are also broken into dimensions by [140]. With [70] labeling the major rationales as economic, social, and cultural; [140] breaks it further into economic, organizational, community, educational, learning, and learner. While this research will not directly explore computer science education at the international level, we will pull from the international arguments for including computer science in the curriculum to discover what factors may be considered important when the decision to offer computer science courses is made. For example, the economic dimension from [70] and [140] can lead us to look at factors related to the availability of computing job opportunities in a particular area and how that might have an effect on the offering of computer science courses.

Since the development of propagation plans for widespread Computer Science Education Initiatives is limited, it is important to consider the factors that have been documented in this international research. Broadening our literature review to an international scope will help to build towards generalizability in this work.

2.1.2 National

In the U.S., there have been several large-scale nationwide efforts to understand the current state of and factors that contribute to the availability of computer science education. The most well known publication to come out of these efforts is probably the CSTA report on computer science education policy Bugs in the System [46]. This report shines a spotlight on issues like the varying computer science teacher certification/licensure requirements in the U.S., the fact that it is often unclear, even within a state, what those requirements even are [153, 108]. It was found that there is not a clear picture of what computer science even is [46]. They found that even
though computer use is increasing in schools, knowledge about computing is not. With the ultimate, depressing conclusion that:

...it is difficult to draw broad conclusions about the certification of Computer Science teachers in the country beyond the fact that it is not working. Each state has its own process, its own definition of Computer Science, and its own ideas about where it fits in a young persons educational program (if at all). [46]

Another major source of information about the national state of computer science education has come from Google. Google has commissioned Gallup to help with their research efforts and is currently conducting a multiyear effort to better understand what influences students to choose computer science as a field of study, what barriers exist that prevent making computer science available to all students, and how stakeholders in K-12 education perceive the value of computer science to be. Their study found that while students, parents, and K-12 teachers and administrators seem to value computer science education, school and district administrators are not able to perceive a high level of demand for such in their communities [77]. Similar to the CSTA findings, the Google studies have found that a key barrier to offering computer science in more schools is the lack of qualified teachers. They also find that black students are less likely than white students to have access to computer science courses at their schools and that underrepresented groups face structural barriers in access and exposure to computer science (CS) that create disparities in opportunities to learn.

[79]

2.1.3 State Level

The most well known example of computer science education research at the statewide level comes from Georgia. The Georgia Computes! initiative has worked to broaden participation in computing and to engage more members of underrepresented groups. Their program has included summer camps, after-school and weekend programs for 4th - 12th grades, professional development for secondary teachers, and professional development for post-secondary instructors and faculty [87, 82, 31]. In addition, The
Institute for Computing Education (ICE) was created in 2004 as a partnership between the Georgia Department of Education and the College of Computing at Georgia Tech with the goal to increase the number and quality of computer science teachers, increase the number, quality, and diversity of computer science students, and increase the number of students taking the CS-Advanced Placement (AP) course [85, 84]. The Georgia Computes! initiative administered a survey to students in Georgia colleges asking about demographics, middle and high school experiences, major, college and university experience, interest in computer science, factors influencing their engagement and how much support they felt that they had in studying computing, as well as their career aspirations. They used the results of the survey to gain an increased understanding on what interventions along the pathways might be having an effect, and where they might not be [86].

In Massachusetts, the CAITE (commonwealth alliance for IT education) effort measured progress on computing education goals (e.g., diversity, retention, and transfer from two-year to four-year programs) for the whole state with a focus on higher education, including community colleges [2]. Maryland and South Carolina both used surveys to get a deeper understanding of the computer science education landscape [57, 38]. One of the only studies to use data not collected from a survey was done in Nebraska. The Nebraska study used data reported to the state about courses offered and headcounts of students in those courses. They found that the majority of students taking computer science courses were in urban areas [62]. Utah now has the Exploring Computer Science course offered in high schools statewide [101].

We must also include acknowledgement that there are some programs that, while not functioning at a state wide level, include the same challenges and opportunities that the state wide programs do. The best example of this is the CS4ALL program which is focusing on the large NYC school district [66].

Interestingly enough, there is even information about computer science education to come out of state level research that is not focused on computing. An Arkansas study on teacher attrition rates found that teachers with certification for math, science, or computer were twice as likely as other teachers to realize opportunities for employment elsewhere [37].
Research that focuses on high school computer science teachers has been an interesting topic even before most of the current initiatives. High School computer science teachers in Kansas were the topic of a study done in 1996. Even then it was stated that computer science was an important part of the K-12 curriculum and that a trend was beginning for high school computer science teachers to lack necessary formal training [145].

2.1.4 Multi-State Collaboration

Recently, the two major state wide initiatives above, Georgia Computes! and CAITE, have come together to provide a foundation for effecting systemic change and improving the quality of Computer Science Education at the state level. The Expanding Computing Education Pathways (ECEP) program, uses the foundation developed in GA and MA to assist their cohort of 22 states in improving and broadening participation in computing education.

ECEP uses their 5-stage model of change, based on the Collective Impact model of social change at scale, to provide state wide programs a common guide for facilitating systemic change in computing education [69].

2.2 Propagation

There is not a shortage of innovation in the Computer Science Education research community, participation in the various education focused conferences within the Association of Computing Machinery (ACM) is growing and with it, the body of knowledge for K-12 Computer Science Education. However; it is often difficult to move from a proposed, or even implemented, innovation to a wide spread adoption of these improvements within Computer Science Education settings. The idea that dissemination is sufficient for promoting the adoption of innovation is common and is, perhaps, even promoted by policies such as the National Science Foundation Grant proposal process. It is clear in the guide that a plan for dissemination of results is required but there is not a requirement for a propagation strategy [135]. In fact, in STEM (Science Technology Engineering and Mathematics) there has been recent work to show that in order to successfully propagate a new educational method, the
publication of evidence showing their effectiveness is not sufficient [17, 73, 93]. To highlight the difference between propagation and dissemination a common understanding of how terms are used within the propagation literature would certainly be helpful to the reader at this point. For a more thorough review of the propagation literature in STEM and CS please refer to [168].

2.2.1 The Language of Propagation

- **Adoption**: use of an innovation beyond an initial trail

- **Propagation**: increasing the pool of adopters to meet some determined contextual threshold; scaling

- **Change Agent**: an active advocate or promoter for the usage of an innovation

- **Champion**: a specific type of **Change Agent**, typically characterized as having successfully adopted the innovation they are advocating for others to adopt

- **Dissemination**: spreading awareness and knowledge about the innovation

- **Diffusion**: the process by which an innovation spreads through a population

2.2.2 Theoretical Foundations of Innovation Propagation

Everett Rogers published his theory of the *Diffusion of Innovations* in 1962 to fill the gap between what is known and what is put into use [155]. He describes the Diffusion as

...the process by which an innovation is communicated through certain channels over time among the members of a social system.

This theory considers both *how* decisions to adopt innovations are made and *who* makes those decisions.
The Innovation-Decision Process

The *how* decisions are made is modeled by a five stage process shown in figure 2.1 that does not require consecutiveness or completeness. This process is an information-seeking and information-processing activity with the overall goal of reducing uncertainty about the advantages and disadvantages of an innovation.

![Figure 2.1: Rogers’ five stage model of the innovation-decision process adapted from [155]](image)

1. **Knowledge**: at this stage a potential adopter becomes aware the the innovation exists, this is a cognitive (or knowing) stage. This stage has its own ”information seeking process” to follow as an individual moves from awareness *knowledge* (what is the innovation) to how-to *knowledge* (how does it work) and finally *principles knowledge* (why does it work)

2. **Persuasion**: here the individual forms a favorable or unfavorable attitude about the innovation, this is an affective (or feeling) stage. This stage is all about how an individual perceives the innovation.

3. **Decision**: a choice is made to adopt or reject the innovation. This stage often includes a trial of the innovation to remove an amount of remaining uncertainty about the innovation to balance with the relative advantage the innovation presents.

4. **Implementation**: the innovation is put into use. This is the first stage that
requires behavior change as all previous stages are mental exercises. The implementation stage can vary in length but its end point is defined by the routinization of the innovation.

5. **Confirmation**: the individual seeks to reinforce their decision. This stage lasts for an indefinite length of time where an individual endeavors to avoid or reduce (if it occurs) a state of dissonance brought about by the development of a problem or the acquisition of additional knowledge.

The implications of this decision process are important to understand. Awareness of what stage a potential adopter is in will assist with tailoring actions to influence their decision. Since most knowledge material is aimed at creating awareness knowledge [155], it is critical to keep in mind the ways in which how-to and principles knowledge should be presented to maintain a consistent knowledge narrative. When considering the decision stage, it is necessary to understand how the innovation can be "packaged" in a trial format to facilitate faster and easier adoption [155].

As stated earlier, this decision process is not necessarily dependent on an individual moving consecutively through the stages and not all stages are needed to be included in the decision making journey. Of additional note is the concept that at any stage the decision to adopt or reject the innovation can be made, even after a previous decision.

**Adopter Categories**

Rogers categorizes adopters into categories based on their level of innovativeness and the time required for them to adopt an innovation. The categories are typically presented as in figure 2.2.

- **Innovators**: Venturesome and eager to try new and potentially untested innovations. This category has the greatest ability to deal with uncertainty and can actually be the developer of the innovation in cases.

- **Early Adopters**: Respectable, this category often serves as role model to other members of their social system, they aim to reduce uncertainty in the adoption of an innovation and have the greatest influence on others in establishing a perception of the innovation.
Figure 2.2: Rogers’ Adopter categorization on the basis of innovativeness adapted from [155]

- **Early Majority**: Deliberate, adoption occurs ahead of the average member of the social system and deliberation may take some time. While they do not lead innovation adoption, they are willing adopter and can form the link between the early and late categories.

- **Late Majority**: Skeptical, social system pressure is a necessary component of the adoption of innovation for this category. This pressure can come from peers, economics, or resources, and nearly all of the uncertainty about the innovation must be removed before adoption can occur.

- **Laggards**: Traditional, the thought process here is focused on what has worked in the past. This category is generally isolated within social networks and their lack of resources contributes to the idea that they cannot afford to adopt an innovation until the uncertainty has been completely removed.

While Rogers cautions that these categories are generalizations, they can be leveraged to provide a summary level framework to consider the diffusion process from [155].

Bringing together the two concepts, the **Innovation-Decision Process** with the ** Adopter Categories**, helps us to understand more fully that adoption is a multidimensional process. Not only can individuals (and organizations) be at different stages of the decision process but there will also be a variety of individuals from
multiple categories within any of the decision stages at any point in time. Propagation plans must consider this complication and be prepared with the right material and activities at the right time, and for the right adopter.

**Innovation Attributes**

In addition to the individuals level of innovativeness and their position within the decision process, there are attributes of the innovation itself that contribute to the adoption rate and success [155]. Rogers defines five attributes of innovation that have been identified as having a strong influence on this.

- **Relative Advantage**: The degree to which an innovation is perceived to improve upon a previous (or currently implemented) innovation. Will this innovation provide a better result/outcome? Will this prevent an undesirable event? Since relative advantage has more to do with perceived advantage than actual advantage, incentives can be used to increase the perception, however, once the incentives run out the adopters may discontinue use of the innovation where the incentives were providing the necessary feedback within the confirmation stage. Relative Advantage is positively related to the rate of adoption.

- **Compatibility**: The perceived compatibility of an innovation defines how well that innovation aligns with an individuals values, experience, and needs. Compatibility will inform the degree of behavior change necessary to adopt the innovation. Compatibility is positively related to the rate of adoption.

- **Complexity**: The perceived complexity of an innovation can refer to either the difficulty an individual has with understanding the innovation (knowledge stage), the difficulty an individual has with use of the innovation (implementation stage), or both. This attribute is contextual to the individual adopter and should be carefully considered when building knowledge and implementation materials. Complexity is negatively related to the rate of adoption.

- **Trialability**: Explicitly establishing the ability to trial an innovation will impact the perceived trialability of the innovation. At the decision stage a trial is desired and is a key attribute in reducing uncertainty about an innovation. Trialability is positively related to the rate of adoption.
- **Observability**: The degree to which others can observe the results of the innovation can further reduce uncertainty and it can serve as a proxy for a trial when trialability is low. Observability is positively related to the rate of adoption.

**Criticism of the Diffusion of Innovations Model**

Since Rogers original publication in 1962, there has been widespread criticism of the Diffusion of Innovation Theory. These criticisms largely fall into the following categories:

- **Pro-Innovation Bias**: Within diffusion research there is an implication that an innovation should be adopted by ALL members of the social system. Also, that the diffusion should be achieved as rapidly as possible and with little to no rejection. The cause of this issue can be attributed to the fact that many diffusion efforts are funded by the innovation change agents who have an implicit bias toward the "success" of the adoption effort. [156, 63]

- **Individual-Blame Bias**: There is a tendency to hold the individual responsible for their rejection or inability to successfully implement an innovation rather than to attribute that failure to the system within which the individual operates. Within diffusion of innovations, this can be observed when the source of the innovation is not held accountable for the inability to develop innovations that are appropriate across the adopter categories and instead apply the categorization of late adopters and laggards as being "change resistant". [92, 39]

- **Recall Problem**: There is a dependence on recall data from respondents regarding the timing and method of adoption. Throughout diffusion research this information is typically gathered by point in time surveys that require respondents to condense what should be a timeline series of behaviors into a snapshot generalization. This issue can lead to inaccurate data and the inability to determine causality. [126, 48]

- **Issue of Equality**: Distribution of socioeconomic benefits of innovation may not be distributed equitably within a social system. There has been observed a
tendency for an increase in socioeconomic inequalities as a result of innovation diffusion. As described above, the pro-innovation and individual-blame biases allow for the source of the innovation to focus their efforts on the populations that are most able to adopt and most likely to show success in that adoption. This often leads to an under served population that would most benefit from the innovation and a widening of the gap between those able to implement and those that are not. [154, 24]

2.2.3 Propagation Models in Computer Science Education

There are two efforts in the K-12 Computer Science Education space that provide a detailed propagation model, the SCRIPT model from CSforAll [56] and the Collective Impact model from ECEP [69]. These models do not define a propagation practice for the adoption of specific educational innovation, rather they describe frameworks meant to promote adoption of computing or broadening participation in computing in general at a system level.

SCRIPT

CSforAll promotes a theory of change for use at the Local Education Agency (LEA) level. The purpose of this is to support LEAs in creating sustainable teams focused on planning for implementation of Computer Science Education programs within their schools. The framework they have developed to support that change theory, Strategic CSforALL Resource & Implementation Planning Tool (SCRIPT), provides LEAs with a series of workshops to develop long and short term goals, setting a vision, and assists in establishing teams that have representation at the teacher and administration or leadership levels. This theory of change suggests that short term outcomes, from the goals each district team identifies, will lead to long term impacts including more equitable outcomes for underrepresented students, and broader buy in for Computer Science Education efforts. While CSforAll has shown many positive results and have met their goals with the SCRIPT model in fostering team-led change at the district and LEA level [56], their model focuses on creating initial buy in and longer term support for those initial implementations. There does not appear to be a focus on fostering innovation within the SCRIPT model.
Collective Impact

ECEP has a focus on broadening participation in computing, this is a complex social problem further complicated by the decentralized nature of U.S. public education. They leverage the Collective Impact model of social change at scale as the foundation for their 5-stage model of change [69]. Like the SCRIPT model, ECEPs model leverages team building and goal setting, however, the 5-Stage model is described as being both top-down and bottom-up. Top-down refers to the common framework and language shared across the member states, and bottom-up suggests the ability for individual states to tailor the framework to meet their unique needs. One of the key components to the ECEP framework is their focus on the importance of data and a common measurement system to assess progress and direct areas of improvement. ECEP is using the collective impact framework to coordinate the change required to broaden participation in computing across 22 states engaged in their cohort. This framework does consider the different stages that any state may be in at any given time and presents itself as being well posed to promote sustained change within those involved states, however, as with the SCRIPT model, the teams are mainly comprised of K-12 administrative leadership and designated change agents. Only a small number of ECEP state leadership teams are positioned to foster the type of innovation where research and development are required.
CHAPTER 3

CS4Impact: Measuring Computational Thinking Concepts Present in CS4HS Participant Lesson Plans

3.1 Introduction

Many current K-12 outreach efforts attempt to increase the number of students interested in majoring in computer science and related fields, with goals such as creating awareness of computer science, developing an interest in CS as a discipline, and communicating CS concepts in a way that is accessible to an audience broad in both interests and experience. These initiatives include workshops for K-12 teachers such as the Tapestry Workshop at Tennessee Technological University [162], the Computer Science for High School (CS4HS) workshops started at Carnegie Mellon and subsequently funded by Google [144, 23], and a variety of workshops sponsored either by single universities or through national funding agencies such as the National Science Foundation [65, 116, 130, 91]. Other efforts work to incorporate computer science and computational thinking into existing curricula [189, 148], develop new curricula to ensure student exposure to computer science and computational thinking principals [59], and use various media to inform teachers and students of the value of computer science [131, 21].

Most of these professional development efforts use pre- and post-test methodology to assess the transfer of factual knowledge about computer science and/or computational thinking to their target audience. While teaching the teacher is a laudable goal in itself, there has been little effort in prior and related work to directly assess the impact of these professional development designs on actual teacher practice.

One recent study [129] attempted to measure how much of an impact programs like these actually have on teachers. This study concluded that the teachers had an improved understanding of computational thinking after the workshop they attended.

\footnote{This chapter is based on the peer reviewed publication [25] and has been minimally edited.}
based off of an increased percentage of correct answers to a multiple choice survey asking for a definition of the term and why they thought it might be important. Another measure that they used to determine the significance of the workshop was to ask the teachers if and how much of the material presented they thought could immediately be incorporated into their classrooms [129].

While this analysis directly measures some factual knowledge about computational thinking, it only indirectly addresses teachers’ ability to incorporate this knowledge into teaching practice. Our anecdotal experience from many such previous workshops has been that teachers are typically very enthusiastic about the material immediately after a well designed session; however, follow-up surveys taken months later usually show that only a small number of teachers are able to transform the content of a 2-to 4-day CS4HS-style workshop into viable classroom practice.

In this paper, we aim to directly measure a CS4HS workshop’s participating teachers’ ability to synthesize the CSTA computational thinking core concepts [9] into actionable lesson plans for courses in their current teaching repertoire.

3.2 The Workshop

Over the past summer we received a grant from Google’s Education Group to develop a CS4HS workshop for high school and middle school teachers to promote Computer Science and Computational Thinking in their classrooms. We undertook several goals in presenting this workshop, initially building on goals set at previous summer workshops [3, 91] to help high school and middle school teachers incorporate computer science and computational thinking into their classrooms. One of the goals was to show the direct correlation between the subjects taught by the teachers and computational thinking and to show the teachers how to use computational examples to teach current standards [3, 91]. Behind this aim is the prospect of cultivating a new crop of computer science teachers to renew the depleted resources available in our state. A second goal for this workshop was to take advantage of having assembled a number of our states computer science teachers in one space for network building, discussion of computer science educations standards, and to launch a chapter of the CSTA (Computer Science Teachers Association) for our state. Finally, we specifically targeted an audience of teachers with a background in teaching computer science in
order to identify schools and lend support to those schools interested in piloting the Exploring Computer Science [65] and AP Computer Science Principles [47] courses for the 2013 school year [34].

The participants were split into two tracks, a ”basic” track A for teachers with little or no computer science background, and an ”advanced” track B for those with experience teaching computer science. Both tracks had time allotted to learn and practice hands-on programming skills with either SCRATCH or Alice. The summary schedule is shown in Figure 3.1.

The basic track concentrated on computational thinking, some aspects of the Exploring Computer Science [65] curriculum, and ideas for working more computing-centric modules and motivation into existing high school STEM courses while still addressing relevant state standards.

The advanced track included sessions on the new AP Computer Science Principles exam being developed, with particular focus on topics that the AP CSP pilot sites have shown to be more troublesome in translating between the university context and the high school context. Some sessions met with everyone, and teachers were permitted to cross tracks if they were more interested in the opposing session.

Workshop structure included a variety of lecture-style presentations, hands-on lab sessions, mixed sessions, and panel discussions. We had two 2-hour sessions for lesson plan preparation late in the day on Monday and Tuesday, and then participants shared highlights of their lessons plans with the full group on the final day.

Because we drew participants almost exclusively from our state, we included sessions on state-specific curriculum and licensure issues, and worked hard on getting critical mass together for a pending CSTA chapter application.

Participants were given the opportunity to fill out an evaluation at the end of each day to inform us of which parts of the workshop they found most valuable, and in what areas we could improve.

3.2.1 Focus on Computational Thinking

A major focus common to both tracks in this workshop was to impart a working definition of computational thinking, how it is an entity separate from computer
Day 1

<table>
<thead>
<tr>
<th>Time</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:30</td>
<td>Breakfast/Registration</td>
</tr>
<tr>
<td>9:00</td>
<td>Welcome and Introductions</td>
</tr>
<tr>
<td>9:45</td>
<td>Session 1: [A] Exploring CS and Computational Thinking [B] AP CS Principles</td>
</tr>
<tr>
<td>11:00</td>
<td>Session 2: Algorithms</td>
</tr>
<tr>
<td>12:15</td>
<td>Lunch</td>
</tr>
<tr>
<td>1:00</td>
<td>Session 3: SCRATCH</td>
</tr>
<tr>
<td>3:15</td>
<td>Session 4: [A] Boolean Building Blocks [B] Creativity</td>
</tr>
<tr>
<td>5:00</td>
<td>Dinner</td>
</tr>
<tr>
<td>6:00</td>
<td>TechSpots: Augmented Reality, POV Copter, Embedded Xinu</td>
</tr>
<tr>
<td>6:00</td>
<td>Lesson Planning / Open Laboratory</td>
</tr>
<tr>
<td>8:00</td>
<td>Daily Evaluation</td>
</tr>
</tbody>
</table>

Day 2

<table>
<thead>
<tr>
<th>Time</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:30</td>
<td>Breakfast</td>
</tr>
<tr>
<td>8:30</td>
<td>Session 6: [A] HPC and Sciences [B] Big Data</td>
</tr>
<tr>
<td>9:45</td>
<td>Session 7: State and Curriculum Issues</td>
</tr>
<tr>
<td>11:00</td>
<td>Session 8: [A] CT and the Sciences [B] Impact and the Internet</td>
</tr>
<tr>
<td>12:15</td>
<td>Lunch</td>
</tr>
<tr>
<td>1:00</td>
<td>Session 9: [A] Alice [B] SCRATCH</td>
</tr>
<tr>
<td>3:15</td>
<td>Session 10: Problem/Project-Based Learning and Computational Thinking</td>
</tr>
<tr>
<td>5:00</td>
<td>Dinner</td>
</tr>
<tr>
<td>6:00</td>
<td>TechSpots: Mobile Computing, Finch, Lego MindStorms</td>
</tr>
<tr>
<td>6:00</td>
<td>Lesson Planning / Open Laboratory</td>
</tr>
<tr>
<td>8:00</td>
<td>Daily Evaluation</td>
</tr>
</tbody>
</table>

Day 3

<table>
<thead>
<tr>
<th>Time</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:30</td>
<td>Breakfast</td>
</tr>
<tr>
<td>8:30</td>
<td>Presenting Lesson Plans</td>
</tr>
<tr>
<td>11:00</td>
<td>Google Keynote Speaker: Go Language</td>
</tr>
<tr>
<td>12:15</td>
<td>Lunch</td>
</tr>
<tr>
<td>1:00</td>
<td>Session 15: Careers Panel</td>
</tr>
<tr>
<td>2:00</td>
<td>Closing and Final Evaluations</td>
</tr>
</tbody>
</table>

Figure 3.1: Workshop Schedule
science, and how to integrate the computational thinking skill set and vocabulary in a classroom setting.

CSTA’s K-12 Computer Science Standards manual makes the distinction between computer science and computational thinking, defining *computer science* as:

”...the study of computer and algorithmic processes, including their principles, their hardware and software designs, their application, and their impact on society”

Whereas *computational thinking* is defined as:

”...a problem-solving methodology that can interweave computer science with all disciplines, providing a distinctive means of analyzing and developing solutions to problems that can be solved computationally” [9]

In an article explaining her thoughts on computational thinking, Jeannette Wing states that:

”...it represents a universally applicable attitude and skill set everyone, not just computer scientists, would be eager to learn and use” [181]

Computational thinking is a method of problem solving, using abstraction and analytical thinking to arrive at a best answer. It is not about using a computer to solve a problem, it is more about thinking in an algorithmic way [182].

While applications of computational thinking in computer science may seem rather obvious and even redundant to those of us steeped in the field, when we try to define computational thinking outside of computer science it tends to be a somewhat esoteric concept; this can lead to some common misconceptions regarding the subject.

Firstly, computational thinking does not imply computer programming; a computer programmer can use computational thinking but so can any other person. Computational thinking is a way of conceptualizing a problem that requires thinking at multiple levels of abstraction” [181]

Next, Computational thinking should not be defined as thinking like a computer. It is a fundamentally human way of thinking, drawing on concepts from mathematical and engineering thinking. Also, computational thinking does not promote cookie cutter
approaches to problems; it provides a method for thought organization and process optimization for solving complex problems. The computer is a tool, and it can be used to help us visualize abstract concepts [181, 182]. As there is not a concrete, finite definition of computational thinking, the CSTA and International Society for Technology in Education (ISTE) have entered into a project to develop one. They have compiled a list of core computational thinking concepts and capabilities and given examples of how to incorporate them in a variety of disciplines. The concepts are data collection, data analysis, data representation, problem decomposition, abstraction, algorithms and procedures, automation, parallelization, and simulation [14].

All of our workshop participants were given this information on computational thinking and spent time during sessions engaged in group and individual projects designed to give them experience using the CSTA and ISTE developed capabilities to highlight the core concepts in problem solving activities. The participants were also provided with information regarding the decline in computer science graduates, particularly the sharp drop in the participation of women in computer science, and the increased demand for qualified individuals in the field.

3.2.2 Under-representation

In an economy where people are struggling to find jobs, the field of computer science is expected to have an increase in employment of 22 percent over the next decade and yield and average income 74.07 percent higher than the national average yearly income over all occupations [36]. There has been a concerning trend of decreased enrollment in computer science programs, particularly in the case of women. 2.61 percent of all bachelor’s degrees awarded in 1990 were computer science degrees and in 2009 that percentage dropped to 2.38. In 1990, 30.24 percent of the bachelor’s degrees awarded in computer science went to women; in 2009, it was only 17.91 percent. In fact, while the percentage of bachelor’s degrees in all majors earned by women has increased from 53.31 percent in 1990 to 57.29 percent in 2009, the percentage of those women who majored in computer sciences has decreased from 0.79 percent in 1990 to 0.43 percent in 2009 [133].
3.2.3 Feedback

Overall, the participants gave favorable feedback. They were asked to complete an anonymous survey; some of the questions gave an opportunity to leave essay style feedback and other used a 5-point Likert scale (1=not at all, 5=extremely). The mean values of the Likert type questions are as follows:

1. Overall, I found this workshop to be worthwhile. 4.94

2. I felt a sense of community among participants of this workshop. 4.71

3. If you are a teacher, how likely is it that you will incorporate knowledge you’ve learned into your curriculum? 4.93

When asked if they would recommend this workshop to other colleagues, all respondents answered in the affirmative.

From this we conclude that our goal for helping teachers develop lesson plans incorporating the material from the workshop into their current teaching field was successful. As noted in an earlier section, it appears that most workshops of this type that ask teachers to rate the likelihood of incorporating workshop material into their classroom get reasonably positive responses. However, a separate follow-up survey will be necessary to determine if the teachers’ self-assessment on this point was correct - that they did, indeed, incorporate material from the workshop into their teaching practice during the following school year.

Our secondary goal of network building and establishing support for a new CSTA chapter was accomplished as evidenced by the response to the question 2 and that all participants that were not currently on the CSTA mailing list did sign up to begin receiving materials and information from the CSTA.

3.3 Evaluation of Lesson Plans

Most prior work on examining the impact of professional development interventions for K-12 CS teachers stops with the indirect measures detailed in the previous section. Teachers are surveyed to see if they have learned anything, asked how much they liked the workshop, and asked to guess how much of it they’ll use in the future.
Proper longitudinal follow-up studies of teacher participants are much rarer, and again only involve indirect measures. Follow-up with their students is even more unusual; the authors of this paper are not familiar with any such work in the literature specific to K-12 computer science. This is not a surprising state of affairs; longer-term studies are expensive and require a dedicated cadre of participating teachers - typically in a funding category beyond most K-12 outreach grants. Studies involving K-12 students directly present significantly higher barriers in terms of proper institutional review board approvals, and again require more resources than are available from the majority of funding agencies focused on K-12 CS outreach.

While we were not able to directly measure the impact of our workshop on participants’ students in the subsequent school year, or to directly observe changes in teacher practice in their home classrooms, the structure of our workshop allows us to directly measure the next best thing - lesson plans crafted by participants during the course of the workshop, ready to incorporate computational thinking concepts into course they already teach.

We have developed an evaluation rubric (Figure 3.2) to rate the teachers effective use of the computational thinking core concepts based on a structure similar to the inquiry level rubric [35]. The lesson plans could receive a possible rating from zero to eighteen, each of the nine core concepts were assigned a level based off of the teachers use of that concept in their lesson plan. Points were awarded for each of the core concepts; zero points for not incorporating the concept, one point for incorporating the concept, and two points for incorporating the concept in a way that encourages high-level inquiry in their students. The teachers could then earn up to two additional points for connecting their lesson to another field, for a total possible score of twenty points.

3.3.1 Results

Videotaped recordings of 28 participant lesson plan presentations and the written deliverables shared with the group were categorized and coded according to the rubric described in the previous section.

The average score was 7.31, with no lesson plan scoring higher than 14. One of the most successful presented lessons required the students to learn about DNA molecules
<table>
<thead>
<tr>
<th>Core Concept</th>
<th>0</th>
<th>1</th>
<th>2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data Collection</td>
<td>Not incorporated</td>
<td>Provides the data that student will use</td>
<td>Students are required to collect their own data</td>
</tr>
<tr>
<td>Data Analysis</td>
<td>Not incorporated</td>
<td>An interpretation of the data is given to the student</td>
<td>Students will analyze the data</td>
</tr>
<tr>
<td>Data Representation</td>
<td>Not incorporated</td>
<td>The student is given a specific method to use</td>
<td>Students are able to choose their own method</td>
</tr>
<tr>
<td>Problem Decomposi-</td>
<td>Not incorporated</td>
<td>An outline or similar structure is provided to the student</td>
<td>Students are required to break the problem down on their own</td>
</tr>
<tr>
<td>tion</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Abstraction</td>
<td>Not incorporated</td>
<td>Provides an expected outcome</td>
<td>Student arrives at an outcome</td>
</tr>
<tr>
<td>Algorithms and Pro-</td>
<td>Not incorporated</td>
<td>The basic steps for an algorithmic solution are provided</td>
<td>Students develop an algorithm or procedure</td>
</tr>
<tr>
<td>cedures</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Automation</td>
<td>Not incorporated</td>
<td>Students are provided with a program or some other technology that automates their process</td>
<td>Students are able to automate their process</td>
</tr>
<tr>
<td>Parallelization</td>
<td>Not incorporated</td>
<td>Students are instructed to work in parallel</td>
<td>Students will decide how to distribute their workload</td>
</tr>
<tr>
<td>Simulation</td>
<td>Not incorporated</td>
<td>Students are shown a simulation</td>
<td>Students will produce their own simulation</td>
</tr>
<tr>
<td>Connection to Other</td>
<td>Not incorporated</td>
<td>The connection is given to the student</td>
<td>Students are required to make a connection to another field</td>
</tr>
<tr>
<td>Fields</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 3.2: Lesson Plan Evaluation Rubric
and then create a model of the molecule through a process using the computational thinking concepts. Other well-planned lessons involved creating truth tables to determine the care for patients in an emergency room and a project requiring students to present a report on an historical figure in computer science by programming an animated interview. The lesson plans that scored the least number of points did not involve any activity for the students; the teachers did not plan an activity, instead they gave an example of a program that they had written or found online. Figure 3.3 tabulates the number of lesson plans scored in each category.

Our evaluation of the lesson plans shows that the participants were largely unable to effectively integrate the computation thinking core concepts into lessons that would hold any meaningful significance with the students in their classrooms.

The large number of lesson plans scoring 0 levels on the rubric are to be expected. Our workshop specifically targeted a cohort of non-CS STEM teachers, most of whom were attending their first professional development experience in computing. Demonstrating proficiency in developing computational thinking core concepts in domain-specific lesson plans cannot be expected of everyone after only two days of instruction. Among the experienced CS teachers, some are firmly entrenched in a pedagogical style that still emphasized conveying facts and programming language syntax, not in focusing on skill building. Nevertheless, after only two days of instruction, a large number of participants were able to produce lesson plans with level 1 or level 2 components, sometimes in multiple core areas.

<table>
<thead>
<tr>
<th>Core Concept</th>
<th>0</th>
<th>1</th>
<th>2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data Collection</td>
<td>7</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>Data Analysis</td>
<td>9</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>Data Representation</td>
<td>8</td>
<td>6</td>
<td>2</td>
</tr>
<tr>
<td>Problem Decomposition</td>
<td>5</td>
<td>10</td>
<td>1</td>
</tr>
<tr>
<td>Abstraction</td>
<td>5</td>
<td>9</td>
<td>2</td>
</tr>
<tr>
<td>Algorithms and Procedures</td>
<td>4</td>
<td>9</td>
<td>3</td>
</tr>
<tr>
<td>Automation</td>
<td>3</td>
<td>12</td>
<td>1</td>
</tr>
<tr>
<td>Parallelization</td>
<td>12</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Simulation</td>
<td>0</td>
<td>13</td>
<td>3</td>
</tr>
<tr>
<td>Connection to Other Fields</td>
<td>10</td>
<td>6</td>
<td>0</td>
</tr>
</tbody>
</table>

Figure 3.3: Lesson Plan Evaluation Results
In the absence of other similar data for comparison, it is not yet possible to objectively quantify how good these results are. However, that was not the point of this iteration of data collection. With a baseline and a rubric, we can now design more specific interventions to increase the number of high-scoring lesson plans at next summer’s workshop - to measure if we can improve teachers’ abilities to construct lesson plans that should challenge students to a deeper level of inquiry in computational thinking tasks.

3.3.2 Other Analyses

Based upon a careful analysis of free-response survey results, it is not clear that most workshop participants were able to make the distinction between computational thinking and computer science. Of the 231 comments made through the daily evaluations and workshop survey, only 6 mentioned computational thinking; and while all of the lesson plans presented used some element of computer science, only 4 of them mentioned computational thinking explicitly or used the associated vocabulary.

There were 2 comments concerning the gender issues that were discussed in one of the sessions:

- "Gender divide: It was the males that were able to talk the tech talk about network configurations and hardware and electronic specs."

- "Let’s talk about specific ways to improve middle school CS and females in CS - not just that we need to do it."

The first comment highlights our failure to present women as having an equal role in the field of computer science. While our sessions decry the stereotypes that inhibit women from entering into computer science, the only female presence we were able to recruit for our careers panel had the epitome of a typecast soft science non-technical job. Like many smaller computer science programs, we have graduated only a handful of female majors in the recent past, and our network of female alumnae working in the field and in our metropolitan area is nearly an empty set.

The second comment is concerning, as it implies that the concept of integrating computational thinking and computing concepts into existing non-computer science
courses content to increase awareness and interest in computer science was not realized. We feel that this may be due to an under-generalization of the computational thinking concepts and a failure to present this problem solving method in a way that fully expounds upon its multi-disciplinary reach.

It seems that the normal operating mode is that these workshops specifically target CS and STEM field teachers and therefore the goal of raising awareness and interest in computer science can only permeate about 30 percent of the student population [133].

In response to this trend, Towson University has recently added a series of general education courses focusing on computational thinking; they have developed outcome objectives for these courses. For their Computation Thinking in the Humanities course, students learn to design and use mapping and modeling tools, to put representational dynamics in perspective by applying the basic principals of graphs, networks, and systems, and also they will learn about the challenges associated with applying technology to the arts and humanities. Students develop algorithms and build models to define steps toward weight management in the Computational Thinking: Developing Life Skills for Weight Management course. They can use graph theory to explore social networks as well as learn to identify opportunities to use concurrency or parallel processing in everyday problem solving in the course for Everyday Computational Thinking. These along with the several other courses in this series exposes students to computational thinking as it relates to processes that they are already engaged in [59].

While the effort at Towson University is sure to have a substantial impact on the undergraduate students in their program and is a commendable endeavor that we hope to see spread to other universities, we hold that the first line for recruitment of future computer scientists and computational thinkers alike is the K-12 classroom. We feel that engaging students throughout their elementary and secondary education will promote an increased interest in computer science.

In an effort to correct the deficiency present in our workshop, we are working in collaboration with the Humanities department at a local women’s college to develop lesson plans that adhere to the Department of Public Instruction common core standards [183] with the computational thinking core concepts as a problem-solving
framework. Our goal is to pilot this initiative in select humanities courses offered to education majors in the Spring 2013 semester and then open our summer workshop to high school teachers in the humanities in an effort to reach a broader, more diverse audience of educators and consequently a greater percentage of the student population that might not have had the opportunity for exposure previously.

3.4 Summary and Conclusions

Enrollment trends in university CS programs - while showing recent improvements - continue to lag disturbingly behind projected needs for graduates, and to show disheartening, persistent under-representation issues. These trends are driving a growing number of K-12 outreach efforts in the form of CS4HS-style summer workshops and other professional development interventions for K-12 teachers. The vast majority of these efforts, while well-intentioned and arguably effective in many dimensions, (teacher morale, more effective university and industrial contacts, updated tool and concept knowledge,) have done little to directly measure their results on participants’ classroom teaching practice.

This paper leverages the structure of our workshop - which includes significant time dedicated to preparing and sharing discipline-specific lesson plans to incorporate core CSTA standards - to directly measure our participants’ ability to construct lesson plans that encourage higher-level student inquiry with computational thinking concepts.

Our mixed results show that teacher enthusiasm about the workshop remains predictably high. (They’re getting free professional development from experts, and STEM teachers of all sorts generally love to play with new instructional technology.) However, the quality of lesson plans developed leaves ample room for improvement in next year’s workshop.

3.4.1 Future Work

While it is beneficial to us as researchers to be able to evaluate the impact that our workshop has on participants, we suspect that participants themselves may also benefit directly. It is one thing to check a box indicating that you have learned something
about a topic and quite another to be able to show how you will use what you have learned in your classroom; this is the reasoning behind our asking the participants to present a lesson plan in which they show how they have incorporated the ideas that they learned about computer science and computation thinking into their curriculum. We will go a step further at our next workshop by asking participants to complete an evaluation rubric for each of their peers, as well as a self-assessment of their work. We will provide them with our feedback and the anonymous feedback of their peers, as well as resources and support necessary to improve the assimilation of these concepts into their classrooms.

A brief, non-intrusive follow-up survey, next spring will allow us to correlate our initial rating of lesson plans with subsequent teacher reporting of classroom usage.

3.4.2 Acknowledgments

The authors are grateful to Google for funding our CS4HS workshop, and remain indebted to the many high school and university colleagues who contributed to planning and execution over the summer.
CHAPTER 4

MUzECS: Embedded BLocks for Exploring Computer Science \(^1\)

4.1 Introduction

Despite its critical and growing importance, Computer Science is taught in only a small minority of United States high schools.[44] The MUzECS project has designed the hardware, software, and curriculum for a new, low-cost module to replace the expensive existing final module for Exploring Computer Science [65], an introductory high school curriculum. ECS is aimed at increasing the accessibility of Computer Science education for women and minorities in order to improve the diversity and student opportunity within computing courses.

The curriculum has proven effective in its goal, and have improved upon it by both lowering cost and creating a dialect of Ardublock [7] upon, thus making the ECS curriculum a better and more widely available learning tool. This dialect is what our entire module relies upon to be the interface students have with learning basic programming through our module.

4.1.1 Project Scope

In order to offer a cheaper alternative for low-income schools to teach Computer Science courses, we have created a new module based on an entirely new platform. Our design utilizes the Arduino Leonardo, a streamlined set of simple peripherals, a rewritten class curriculum, and a custom block-based programming language.

Students write code in our dialect of Ardublock: an open-source hobbyist language already available for enthusiast use and modification which sends its blocks as strings of code to the Arduino IDE to deploy it directly to the Arduino board. The board receives input and provides output using the set of peripherals included in the Arduino shield, a board containing peripherals that can be plugged directly into the top of

\(^1\)This chapter is based on the peer reviewed publication [11] and has been minimally edited.
the Arduino, we provide. The small embedded system created by this combination of parts will closely follow the content of the previous modules during which students learned to program using Scratch[152], a block-based programming language akin to Ardublock.

The curriculum we deliver has well-defined lesson plans, assignments, and projects which meet specific student learning needs. This curriculum has been piloted at half-a-dozen schools totaling seventy individual hardware units being tested and used with our software. The student data from this pilot study last spring are currently being analyzed to see if our curriculum meets the same objectives as the current module. The data that has been processed points towards a successful integration into the curriculum.

Figure 4.1: The shield and its peripherals attach to the Arduino GPIO headers

The curriculum is backed by a custom circuit board shield, as seen in figure 4.1, which mounts directly onto the General Purpose Input/Output (GPIO) headers of the Arduino Leonardo in order to power its peripherals, which the students will control via our final deliverable, the custom block-based language of MUzECS. This language, created by extension of Ardublock is to be used by students via a simple interface familiar to them from their Scratch training. Code will be deployed from this interface using a single button that prompts the Arduino software to compile to the board, ultimately executing the students programs.

We support the natural progression to an adept understanding to text-based languages from block-based by supplying control structures as blocks and making all other blocks compatible with these. The control structures in use are if-block, if-else,
if-else-if, repeat-until, repeat-while, and for-loop. A classroom could use these to create a variety of applications. For example, a block program where when an object is close it turns LED one on and when it is far away turns off and while button one is pressed a note plays, as seen in figure 4.2.

Figure 4.2: Example use of control structures similar to high level programming

4.2 Previous Research

There are many widely used visual block based programming languages and dialects in computer science education. These visual programming languages serve the needs of high school teachers with varying degrees of success. We built MUzECS to fill some of the needs of a high school computer science curriculum that some visual block based programming languages don’t completely satisfy.

For instance, Scratch, is a visual programming language that makes it easy to create your own interactive stories, animations, games, music, and art. In addition, Scratch is very tinkerable, social, and diverse in the projects one can make with it. This is ideal for high school and middle school students who are just beginning to learn how to program. Scratch is easy to use and makes block programming interesting for students. Unfortunately, we have found that Scratch doesn’t originally work with any open hardware and doesn’t facilitate the progression to text based programming languages.

Furthermore, ECS found a block-based robot set, which supplied a visual block
based programming environment and interactive hardware, that was currently being deployed in many schools computer science curricula called Lego Mindstorms NXT[110]. There is a programmable robot set, which comes with several types of sensors, motor, and programmable brick, named Mindstorms NXT(NXT) made by the Lego Company.

MUzECS is designed to cost a fraction of Lego Mindstorms, while still supporting equivalent curriculum goals. Our MUzECS set is sixty dollars compared to six-hundred dollars for the LEGO Mindstorms NXT 2.0 by the Lego Company on Lego.com\(^2\). According to Barry Fagins, who is the developer of Ada for Mindstorms and has used Mindstorms in courses[123] there is no proof that Lego Mindstorms improves learning or enhances retention in computer science education.

In making our visual programming dialect MUzECS usable on all operating systems that can run the Chrome browser, we built it off of Google’s open source visual block based programming environment called Blockly [76].

### 4.2.1 MUzECS Ensemble

Natural progression is further facilitated by requiring the user to click the 'Arduino' tab showing the Arduino code before they can upload to be compiled. This ensures the user sees the Arduino code after they use the blocks and can make connections between the conversion. This connection will hopefully ease the transition to a text-based language.

Within MUzECS there is also an 'Advanced (Pins)' section where more complicated blocks are available. We have chosen to implement this to give the user more freedom and thus creativity. The labeling 'Advanced' signifies a user with knowledge of the pin numbers on the Arduino which correspond to different hardware peripherals on the shield can use these blocks. This is also where users who would like to use the Arduino pins labeled 'advanced pins' on the shield can come to use their own peripherals with the Arduino. If a user would like to use MUzECS without the shield designed for it, this section allows for direct pin reference on the Arduino and can be used to set up other peripherals on the Arduino.

4.3 Blocks

Throughout the creation of the software, hardware, and curriculum in the MUzECS project the hardest obstacle to overcome in the whole project was creating the design for what blocks are available for student use and how they are presented in the MUzECS dialect of Ardublock. Although it is built to be usable by both beginners and those familiar with programming, the project is geared towards helping teach a ninth grade audience who are learning to program. The design decisions for how MUzECS blocks were all made with this goal in mind.

The block interface allows MUzECS to show users multiple versions of simple ideas with differing complexity while allowing more difficult programming to be abstracted behind simpler blocks. The entirety of the design attempts to make programming not only easy for a ninth grade beginner, but to provide them stepping stones towards the comprehension of more complicated ideas in programming and ease the transition from our block-based programming dialect to more standard text-based languages.

4.3.1 Overlapping Block Objective

In many high level languages there are many ways to accomplish a single objective which is why we implemented a similar ability in MUzECS. Some sets of blocks in the MUzECS dialect accomplish this in order to provide the tools for students to learn how the blocks behave in written code.

For example, the blocks 'play note time' and the combination of 'play note' or 'play note frequency' with 'no tone', and 'delay', as shown in Figure 4.3, all hold the same function: playing a musical note. 'Play note' time is the easiest to use for a beginner and holds the most abstraction of the three choices as it automatically takes a standard musical note and converts it to that note's frequency then sets a 'delay' until the note should be terminated at which point it sets a 'no tone'.

As students become more familiar with how the 'play note time' block works and the code behind it they are able to move forward and understand the building blocks of 'play note time' as they can access all of its components in block form. 'Play note' is an intermediary step that not only allows simple use of notes without having to look up frequencies for each note, but can be used to understand the underlying code
4.3.2 Block Abstraction

Using blocks to abstract more complex code can be used in ways other than layering their use with other blocks. This method of abstraction is helpful to hide code that is much too complex for a beginner to comprehend.

The 'get distance' block is an example of this abstraction. It may seem to be a simple data return as all it gives is the distance of an object, but it has complicated programming behind it. 'Get distance' returns refined data that uses the time it takes an ultrasonic ping to bounce off of an object and return to the sensor. That data is then filtered and smoothed prior to being sent to the user’s computer.

The block-based nature of the MUzECS dialect of Ardublock is perfect to put this code behind a simple block in the interface. We have also put it into its own function within the text-based code. This means that a beginning programmer can just as easily look at the text- based code created by MUzECS and see their program with a simple function call to getDistance(). A user may then look at both the text-based and block-based code and see a direct one-to-one correspondence between their blocks and the Arduino code as shown in figure 4.4.
4.3.3 Visual Aids

We have found it is important to visualize the one-to-one relationship between code and output. It saves time and aids in a friendly user interface. To add this visualization, many blocks in MUzECS have associated images with them. An example of such is 'turn LED # on' with a bright colored LED image, 'turn LED # off', with a dark LED image, as seen in Figure 4.5. Similarly, 'play note' has a speaker and sound waves, and 'set up keyboard' with a keyboard image.

These encourage the user to visualize what their code will do prior to compilation. When a user is able to imagine what their code will do without compiling it and seeing what the output is first, they are able to make fewer mistakes and save time. This is
also necessary for our users natural progression to adept programmers.

4.3.4 Block Expansion

We bolster the transition to text-based programming languages from block-based ones through use of setting up resources for input and output devices. The keyboard runs via the three blocks: ‘setup keyboard’, ‘update keyboard’, and ‘key pressed’ all of which in conjunction allow a student to read input from a keyboard just as they would a button on the shield. However, unlike a button the method to poll for a keyboard key is much more complicated than polling for a button press.

This means that while ‘button pressed’ is a single block the keyboard uses three. This complication is due to the button being directly on the shield, making it fairly easy to interact with while the keyboard needs to be found on the users local system and interacted with via a queue. In order to use the keyboard the student must use the blocks in the following order: ‘setup keyboard’, ‘update keyboard’, then ‘key pressed’, as shown in figure 4.6. While all three of the blocks could be combined into one, keeping them separate allows the students using MU\texteuro;ECS to learn the basic differences between communicating with a button on the shield. The ‘setup keyboard’ block defines the variables being used by the other two blocks while ‘update keyboard’ sets up communication with the local computer to talk to the keyboard and checks the buffer for recently pressed keys and flags them. Finally, ‘key pressed’ checks for the flag of a specific key and returns true or false.

![Figure 4.6: Setup of I/O to assist in transition to text-based languages](image)

This separation allows a student to comprehend what steps are going into the
process to communicate with the keyboard and its complexity compared to communicating with a button on the shield even if they cannot grasp the specific code elements of each block. This introduces the student to the idea of communicating with different I/O devices on the computer and helps take a step towards a better understanding how the Arduino works and takes the student closer to being able to use and interact with the 'Advanced (Pins)' or 'Advanced (Code)' sections of MUzECS.

4.3.5 Error Handling

Similar to standard IDEs for text based coding which attempt to point out as many possible errors prior to compilation, MUzECS uses a system of alerts. For example, the 'button pressed' block takes any integer as input for a button, but only an integer containing only a valid button number will get passed on to be compiled. When an invalid button number is passed and the code is attempted to be sent to the Arduino IDE for compilation, MUzECS alerts the student prior to the code being sent and the blocks are converted to code. The alert message in this case consists of "Invalid button used in block. Hint: Valid button numbers are 1-4."

Additionally, 'play note' works in a similar fashion. This allows students to learn the basics of handling poor argument passing and other coding practices to be avoided prior to learning about the compilation process and how to interact with a more complex IDE in order to find the bugs in their code. Similar alerts are thrown whenever a user attempts to compile code that has errors in it such as attempting to use an undefined variable (Arduino uses its own flavor of C) or improperly setting up the overarching loop structure embedded systems like Arduinos run on.

4.4 Future Work

We will be collecting block usage statistics from high school students and teachers, who are already using MUzECS, through the use of surveys. We are eager to see if block usage statistics from MUzECS indicate a natural progression towards text based programming languages and stimulates a penchant for programming among our users. The kind of conclusions we hope to draw from this data collection is whether our users liked using MUzECS; whether they found using MUzECS difficult in any
way; what bugs they encountered with MUzECS; and what features they want added to MUzECS. Our analysis will include a coding of student final projects with both a MUzECS experimental group, and a Mindstorms control group to assess whether students are achieving similar or improved outcomes with MUzECS.

Our next step is to develop more additions to the shield in order to foster more creativity among our users and expand curriculum. We have plans to add more sensors in addition to the distance sensor on the shield, such as a temperature sensor, a light sensor, a pressure sensor, and an accelerometer.

After speaking with a significant part of our user base, we have noticed that some schools are shifting to using Chromebooks in their computer science curriculum. This is understandable as Chromebooks are cheap compared to standard laptop prices, and fit most of high school computer sciences needs. Unfortunately, Chromebooks can’t install Arduino software. Due to this, we have developed a Chrome browser based web-page and web app to eliminate limited platforms. Anything that can run a Chrome browser can use our software and hardware in tandem. This is planned to be rolled-out to schools in Wisconsin this coming school year for feedback.

4.5 Conclusion

As a final point, our main goal was to design a low-cost alternative to the sixth module of the Exploring Computer Science curriculum that we piloted in schools during the Spring 2015 semester. While future work does exist and analysis of survey data will no doubt provide useful insight into the strengths and shortcomings of our designs, our team is confident that we have successfully produced hardware, software, curriculum, and resources which meet our customers needs and wants and fulfills our main objective.

As has been mentioned several times throughout this document, our projects ability to meet the subjective customer needs put forward during the initial design phase of this project are to be assessed in the future after the collection of teacher feedback and survey data post-piloting of our module. Once these data are collected, there will be extensive work to be done in improving our designs to meet the feedback. In addition, further testing work will need to be performed as new features are implemented in order to guarantee the continued reliability of the MUzECS platform. Our
team has already made plans with Dr. Brylow to continue these efforts into the fall and beyond to ensure the longevity of the project.
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CHAPTER 5

Introducing Computing Concepts to Non-Majors: A Case Study in Gothic Novels

5.1 Introduction

Computing based technology has never been more pervasive, accessible, or consumable. Computer science has altered the way we live, work, and learn. While the technology continues to advance rapidly, advancements in computer science education have been comparatively slow, creating a situation rife with significant social inequality. Foundational computer science concepts and the skills to create and innovate rather than solely consume computing technology are increasingly becoming privileged knowledge, students are attempting to enter the workforce and institutes of higher education without an understanding of the most influential discipline in science, academia, and the economy today [180].

Many believe that computer science should be elevated to a core subject in our schools. By relegating this relevant and engaging discipline to a superfluous filler status, we do a disservice to the students who will be the innovators of tomorrow [180, 71]. In order for computer science to earn a place amongst the other core academic subjects in our schools, we must show the subject to be independent and academically rigorous while at the same time proving the value of integrating its concepts across the curriculum.

This paper presents and evaluates an approach to integrating computer science and quantitative literacy concepts into an undergraduate English Literature course. The results of this approach are a set of cross-curricular activities that:

1. Deepen understanding of both computer science and English literature, without unnecessarily diluting the content of either, and

\footnote{This chapter is based on the peer reviewed publication [26] and has been minimally edited.}
2. Inform students of the myriad opportunities available to them with interdisciplinary scholarship in computer science.

The concepts incorporated are used as a tool to facilitate a deeper level of self-reflection and analysis, which translates to an ability to better understand and present material in the subject to which the tool is applied.

5.2 Prior Work

There is a great interest in increasing access to computer science education for all students, especially those from underrepresented populations. One of the first steps in an attempt to broaden participation should be to look at the factors that are contributing to the unbalance in representation. A major barrier to increased enrollment in computer science has been identified as student misperception of the discipline. This misperception takes the form of a general lack of understanding and familiarity with the subject [81, 190, 128, 121, 40, 95]. Add to that the pervasive cultural stereotypes that depict computer science as overwhelmingly for white males with innate ability and we have illustrated a large obstacle; not only to increasing participation, but also to effecting positive attitudes toward computer science. One of the goals of our project is to tackle this obstacle, so we directly explore the misperception and stereotypes, with the aim of altering our students understanding of computer science as an interesting and relatable subject.

Once the barrier has been identified, there are many ways in which we can work to overcome it. Some initiatives have focused on changing the way students view computer science outside of the classroom, using a widely popular approach to expose both children [64] and adults [42] to programming by gaming activities. While we applaud the success that these initiatives, and the many like them, have had; we have focused our development on students that would not be interested in the gaming aspect of computing.

Others have had success by redesigning their introductory computer science courses to be more attractive to a diverse student body [136, 4, 13]. One of the better known examples of this method, [4] uses an approach that focuses on three areas of improvement, updating the programming course to be attractive to a broader
student population, building community among students in the computer science program starting in the first year of study, and providing research experiences for their students. While our approach does focus on building community through social computing experiences and providing students with opportunities to engage in research; this project differs from these types of initiatives in that it is not a computer science course, and we are not attempting to increase the number of students graduating with a degree in computer science. The goal of our research is instead to introduce students to the ways in which computer science applications and concepts can enhance their work in other fields of study.

Another group of initiatives take advantage of the interdisciplinary nature of computer science and computational thinking by offering undergraduate computer science courses on the general education tract to appeal to non-majors [51, 178, 174, 60, 100]. The case for computing as a general education course as explained by [51], shows how having computer science courses outside of the computing major improves equity of access to learning computer science. Some of the programs use computational thinking concepts in disciplines other than computer science to improve students analytical and problem solving skills [174], expose students to concepts that they may have been previously unaware of in a variety of high interest freshman level courses [60], or in a single course designed to expose a broader pool of students in a transdisciplinary environment [178]. There are even courses that focus on improving a non-major students programming abilities as a way to meet other university requirements [100]. Much of the research in using an inter- or multi-disciplinary approach in computing and general STEM areas has have very positive results [41, 114] and is well recommended even at a K-12 level [165]. Our approach is interdisciplinary, we use computing and quantitative thinking concepts to expose students to computer science outside of a traditional computing course; however, we differ from similar work in that we are not focusing on students in STEM fields and we are not attempting to introduce computer science to students before they have clearly defined ideas about their major. We have based our work in upper level humanities courses so that students can have experiences working with computer science as it applies directly to their major.
5.3 Setting

Since the early 1970s, the second author's school has developed and implemented an ability-based curriculum, based on certain assumptions about student learning. These include: education goes beyond knowing to being able to do what one knows; and, educators are responsible for making learning more available by creating and publishing outcomes for student learning in the majors. In order to graduate, students must demonstrate development levels of eight college-wide abilities, as well as advanced outcomes in their disciplinary majors. The college-wide abilities are: communication (which includes quantitative literacy), analysis, problem-solving, social interaction, valuing in decision-making, effective citizenship, developing a global perspective, and aesthetic engagement [125].

In 1999, this institution received an NSF grant to explore and implement assessment of quantitative literacy across the curriculum, and at all levels of instruction. As a part of the project, one of the co-authors of this paper developed an assessment in a course entitled, The 19th Century British Novel, surrounding the monetary worth of characters in Great Expectations. Using a conversion formula from The Victorian Web [113], which translates 19th-century Victorian pounds into 20th-century American dollars, students calculated each character’s wealth, compared the monetary possessions of two characters, and wrote an essay exploring what this exercise revealed about characters and character relationships in the novel. This example of quantitative literacy in the humanities differs from those described in the rest of this paper in that it was a single, free-standing assessment; while the students gleaned new knowledge and new strategies for engaging with Victorian novels, the assessment did not appear to lead to any longer-term changes in the ways the students approached literary analysis.

In the 2014 course offering, we integrated quantitative literacy and computing concepts throughout the course, in ways that supported the course outcomes, and built upon existing student knowledge and abilities in literary analysis. We were able to develop meaningful and useful activities by transposing current scholarly knowledge from its "original habitat" to school by working to rebuild the knowledge in a
teachable environment [28]. Information Processing Theory states that meaningfulness improves learning and retention by helping the learner in the process of encoding the information and storing it in long term memory [159].

Since the student population we were working with had no prior background in computing or quantitative literacy, we were careful to engineer the activities so that we stayed within the Zone of Proximal Development (ZPD). Vygotsky’s Sociocultural theory explains that the ZPD is not only the level of potential development the learner can achieve through the guidance of a teacher, it is also the interaction between the learner and society where new forms of awareness can occur if the teacher provides the proper scaffolding [159]. As with the information processing theory, it is better to make new information by integrating it with known information, this is the reasoning behind bringing the new computer science and quantitative literacy learning into a context that the learner will already be familiar with.

5.4 Course Structure and Motivation

Mary Shelley believed readers of the Gothic novel- and she counted herself as one-derived pleasure from the genre because it spoke to the mysterious fears of our Nature. Almost one hundred years later, Virginia Woolf described the Gothic as the genre which fulfills the strange human craving for feeling afraid. At its birth in late eighteenth-century Britain, in part as a reaction to the Age of Reason, the Gothic novel reflected the crisis of identity of a nation moving into a new century. And today, in the 21st Century, the literary form still exerts a profound influence on Western popular culture.

This is a course that explores the evolution of the Gothic novel throughout the 19th century. With readings consisting of a classic Gothic novella, an early spoof of Gothic novels, and Victorian fiction which incorporated Gothic elements. The course also examines ways that Gothic elements still appear in popular fiction, movies, and television.

Organizing questions of the course include:

- What is it about the Gothic that has made it so seductive to readers past and present?
• And what can we learn about our cultures and ourselves at this moment in human history through reading and exploring this genre?

5.4.1 Course Outcomes

Traditional Outcomes

The course outcomes for this senior-level class, incorporate the schools college-wide ability outcomes [128] of analysis and aesthetic engagement, and English major outcomes.

• To refine reading skills necessary for thorough and timely critical analyses of extended pieces of literary fiction. This includes the use of appropriate literary frameworks to analyze, evaluate, and place in context the novels we will read this semester,

• To analyze and evaluate professional literary criticism with an awareness of the main ideas, assumptions, literary concerns, and historical moment of the essay,

• To identify and describe relationships between the British novel and the culture out of which it grew,

• To formulate theories which explain changes in the form, content, and reputation of the novel, and

• To demonstrate engagement with literature through creative responses.

In addition to abilities that are integral to literary studies, such as analysis and aesthetic engagement, this course validates students in intermediate problem-solving. The student:

• Performs all phases or steps within a disciplinary problem solving process, including evaluation and real or simulated implementation,

• Independently analyzes, selects, uses, and evaluates various approaches to develop solutions, and

• Integrates quantitative abilities to effectively communicate information and respond to problems within a discipline-related context.
New Outcomes

Added to the course’s abilities, for the purposes of this project, were school-wide intermediate quantitative literacy criteria, which are:

- Shows evidence of a reflective, deliberate choice to use quantitative information in a discipline related context,

- Considers use of and, as appropriate, effectively uses calculators, and spreadsheet, graphing, or discipline specific software to communicate quantitative information,

- Organizes, appropriately uses, and clearly communicates quantitative information,

- Shows a refined sense of effective ways to present quantitative information for a specific audience, and

- Evaluates her own use of quantitative information and argument and the implications of her choices.

5.4.2 Course Units

The course is broken up into 5 units, as shown in Figure 5.1, each focusing on a particular text and critical framework [15]. All of the texts are in the public domain, and available from sites such as Project Gutenberg [147].

5.5 Methods

For this study we used two different methods of collecting data. We had the students take a pre-course, free response survey. The survey asked about students’ experience with computer science courses and computer programming, their opinions on computer science and mathematics as alternatives to their current major, and their perception of careers in computer science. This survey was taken again after completing the computing activities developed for the course to gain an understanding how the students perception of computer science and their confidence in computing and quantitative tasks was effected by the activities over the semester.
<table>
<thead>
<tr>
<th>Unit 1: History of the Novel and Introduction to Gothic Themes</th>
</tr>
</thead>
<tbody>
<tr>
<td>Major Texts: <em>The Vampyre</em>, by John Polidori (1816), and <em>Northanger Abbey</em>, by Jane Austen (1817)</td>
</tr>
<tr>
<td>Major Framework: Formalist</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Unit 2: Madness and Marriage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Major Texts: <em>Jane Eyre</em>, by Charlotte Brontë (1847)</td>
</tr>
<tr>
<td>Major Framework: Feminist</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Unit 3: Victorian Childhood</th>
</tr>
</thead>
<tbody>
<tr>
<td>Major Texts: <em>Great Expectations</em>, by Charles Dickens (1861)</td>
</tr>
<tr>
<td>Major Framework: Historical</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Unit 4: Fin de Siècle Worldviews</th>
</tr>
</thead>
<tbody>
<tr>
<td>Major Texts: <em>A Picture of Dorian Gray</em>, by Oscar Wilde (1890)</td>
</tr>
<tr>
<td>Major Framework: Psychoanalytical</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Unit 5: The Gothic in the 21st Century</th>
</tr>
</thead>
<tbody>
<tr>
<td>Major Texts: Student Choice</td>
</tr>
<tr>
<td>Major Framework: Review of all</td>
</tr>
</tbody>
</table>

Figure 5.1: The Five Units of the Course
In addition to the survey, we looked at student work over the semester to gauge their understanding of the concepts being presented. The work done during class was collected and evaluated to ensure that students were correctly using the new methods presented to them. In addition to class work, students were asked to give written response to research articles employing the methods explained in class to current and relevant research in literary analysis.

5.5.1 Survey Demographics

The students in the course all identified themselves as female and English majors in the survey, none of the students indicated that they have taken any computer science or programming courses as undergraduates and many of them did not understand what was meant by the question: What programming languages do you use? Some of the representative answers to this question were:

- "What does that even mean?"
- "I am not sure I understand this question enough to answer this"
- "Apparently gibberish, because I’m afraid I’m not certain what this means."

5.5.2 Course Development

Due to the student demographic we needed to develop activities that would introduce computer science concepts without requiring much background knowledge but would also be involved enough to accurately represent usefulness of computer science to the field of Literary Analysis. We were also careful to leave the original course structure intact, our aim was not to force two courses together and only get half of each. Rather, we sought to find activities that enhanced the learning outcomes and course goals that were already in place, while providing an alternate method of analysis for the students to experience. Each activity was developed to build upon the previous activities in such a way that would provide students with an opportunity to develop their quantitative literacy skills over the course of the semester instead of have a single activity that was disconnected from the other parts of the course.
5.6 Word Frequency and Test Mining

In unit one the students focused on applying a Formalist framework of literary analysis to *The Vampyre* and *Northanger Abbey*. The first course activity reviews the formalist practice of close-reading applied to a passage from *The Vampyre*, where students analyze a text at the diction level, they look for patterns and vocabulary as well as symbol and metaphor among other literary elements. This is a very common activity in literature courses and lends itself well to computational tools. As an introductory computing activity in class, the students used the online word cloud tool, Wordle [75], to visualize word choice in the assigned passage. Following the prompt: *What does the Wordle tell you about the passage? What do you think about the use of word counts for literary analysis?*

Students engaged in a discussion of word count as literary analysis. They were given an article to read [170] which relayed findings of a recent research endeavor using text mining for literary analysis and were required to write a response to the article. These are responses that are representative of the class:

- I find it very interesting that diction and syntax can be analyzed with a technological tool and in turn, can give us quantitative data about literature according to different categories.

- It is extremely fascinating what these computational methods can discover.

The goal of this first exercise was to get the students thinking about how computer science could be used in literary analysis. We used this activity to introduce the students to scholarly research that joined their own discipline to computer science and quantitative literacy.

5.7 Network Analysis

In literary analysis, using an Historical (Marxist) framework [15], the reader is interested in how socioeconomic status shapes the experiences of the characters. In previous offerings of this course, the students create a character map to show relationships and status of characters from the novel *Great Expectations*. A character map
can look very much like a graph, with the characters as nodes and the relationships as edges.

Since *Great Expectations* has an extensive list of characters with complicated relationships, we chose to begin working on graphing with students at the beginning of the semester; the network analysis activity has been a part of every unit in the course. We began with *Northanger Abbey*, asking the students to make a character relationship map for the novel. This is a process that they are familiar with as it is a common assignment in literature courses.

The maps that the students produced in small groups were all very unique, there was no class definition for relationship and therefore each group interpreted it differently, the students used different shapes and colors to represent various types of character relationships. However, all of the maps were similar in that each character was represented by a point and some form of line connecting the points represented the relationship between characters.

Using this similarity we introduced the concept of graph and showed how this was a construction they were already familiar with through their character relationship maps. After the students had practice constructing graphs from their character maps, we introduced the adjacency matrix and measures of centrality.

In other literature courses, the students have had extensive practice creating character relationship maps for character analysis; the question students use this map to answer is always *what do the relationships between the characters look like?* For this activity we wanted the students to see that by learning about graphs they were able to ask many other questions about the character relationships in the novel. The prompt they were given was: *Write a question about characters relationships in Northanger Abbey that you could explore using a graphing technique.* Responses that were representative of the class:

- Can the character relationships in *Northanger Abbey* be compared to those in *The Mysteries of Udolpho*?

- Do the relationships in *Northanger Abbey* strengthen over time in Bath, or lessen during the time in Northanger Abbey?

It is interesting to note that instead of looking at character relationships as a static
concept the students are now able to think in terms of time and how the characters
develop. We can also compare the social structures of different novels once we have
a standardized way of representing character relationships. Students were given a
research article where graphing had been used to analyze social networks in literary
pieces [139] so that they could see the in class activity in relation to its use in research.

For each novel throughout the course of the semester, students worked on building
graphs of character relationships and considering which measures of centrality would
be most helpful in answering questions they had about the novel. Each novel in the
semester gave them progressively more complicated graphs to construct; when they
got to *Great Expectations* they were working with 20 different characters and were
getting frustrated having to organize the graphs by hand. At this point we introduced
them to an open source graph visualization software, Graph Viz [75]. We decided to
use Graph Viz instead of some of the more user-friendly programs available because
we wanted to give the students the experience of playing with the code. The students
had to abstract the data from their graphs to a structure specified for Graph Viz and
then write a syntactically correct statement to represent that data. At this point, we
observed many of the English majors experimenting on their own with compile-time
and code annotation options to explore more advanced settings of the tool. Some
examples of the students graphs can be seen in figure 5.2.

![Figure 5.2: Graphs created by students using GraphViz](image-url)
The social network analysis activity gave the students experience in constructing graphs, analyzing data, using the same data to answer different questions, and using technology to help with data representation.

One of the survey questions asked why they enjoyed their major; a majority of the students responded that they enjoyed English as a major because it allowed them to be creative. We also asked the students whether they considered computer science to be a creative field. As is clear in figure 5.3, many of the students did not think computer science would allow them to be creative. After the activities in this course their response to this question changed, showing a majority of students considering computer science to be a creative discipline.

![Figure 5.3: Pre- and Post-Survey Results: Does Computer Science Allow for Creativity?](image)

5.8 Discussion

When we began to introduce computational strategies in this course, students’ first experiences reinforced already-known and practiced approaches in literary analysis. For example, these upper-level students had mastered close-reading annotations, i.e., analyzing literature at the level of diction, looking for patterns, such as repetition, contrast, and development. When the students first employed on-line word-count tools with the 19th century novella, they noted the visual depiction of patterns in imagery that they had already identified through pen-and-paper annotations. They were able to reflect on some of the limitations of word counts, in that straight word counts
couldn’t reveal multiple meanings of words, group words with similar meanings, or take into account words in their 19th-century literary contexts.

When students began work with graphing, they were exposed to a tool that improved upon their existing literary strategies. We frequently ask students to graph character relationships, as a way to analyze social class and connections in Victorian novels. Having a standard way to visualize character analysis data allowed students to quickly and accurately identify two new aspects of character and character relationships: 1) degree centrality, which character was most connected to other characters in the novel; and 2) the betweenness, how characters have access to other characters in the world of the novel. This technique led to some new insights beyond what we had been able to do with simple maps of characters. For example, students and instructor were surprised to find that John Thorpe was the most “central” character of *Northanger Abbey*, a discovery that led to an interesting discussion of influence. Thorpe is not the main character, nor the best-connected, nor the most appealing. However, our graphs revealed that he had a wide sphere of influence, mostly because of his ability to insinuate himself into the lives of other characters at every social class. As students began to compare graphs at different points of novels, and over time, they discovered that the plot of a Victorian novel became more democratic as the story progressed, and that Victorian novels overall became more democratic as the century progressed.

During the second half of the course, we observed students drawing upon these strategies without prompting; they were applying knowledge and skills from previous units to new texts. For example, when students read *The Vampyre*, they were asked to calculate the distances Aubrey travelled with his mysterious companion from European capital to European capital. Drawing upon knowledge of early 19th-century travel, they discovered that Aubrey’s journey, while depicted in only a few pages of the novella, would have taken months, perhaps a year. Students reflected on the mileage in the context of Aubrey’s character and relationship: such an arduous, prolonged journey might help to explain Aubrey’s lack of awareness of his companion’s identity. Later, when reading *Northanger Abbey*, several students noted what a trying journey it must have been for Catherine, a teenager, to travel alone from the Tilney’s abbey to her own home. When students began reading *Great Expectations*,
they were aware of a difference in Dickens’ treatment of cross-country travel. What
was highly emphasized and even tracked in early Victorian novels was glossed over
by the mid-century: Pip’s move from the country to London is barely mentioned.

Finally, some literature students began imagining themselves studying computers
and math in the future; these were the same students who began the semester rolling
their eyes or expressing fear at anything related to math. One student approached the
co-author about her desire to add a math minor to her degree program and another
enrolled in a computer science course.

5.9 Conclusions

In this paper we presented our approach to integrating computer science and quanti-
tative literacy concepts in an undergraduate English Literature course. The activities
that we incorporated in the course gave students an opportunity to explore computer
science applied to literary analysis. We believe that, by engaging with students in a
discipline that they were already passionate about, introducing computing concepts
applicable to their current interests was integral to the success of this project.

We were able to add computing activities that were of interest to the theme of the
course without taking away from any of the learning outcomes present in previous
iterations of the course. The original course was kept intact and additional learning
outcomes were added that focused on computing as a means to engage students in
quantitative skills directly applicable to their interests. Exposure to computing con-
cepts in this course, as applied to literary analysis, gave students a new perspective
on and deeper understanding of the nature of the nineteenth century Gothic novel.
By focusing on developing activities that relied on the critical frameworks and in fact
show the overlap and relationship between those frameworks, we reinforced the idea
that computer science can work well to create interdisciplinary learning environments
and engage students in new methods for continuing their work of interest. We have
seen students’ analytical and problem-solving abilities develop through these comput-
tational approaches. We have also observed a growing awareness of the importance
and usefulness of analyzing literature as data, as well as data in literature.
CHAPTER 6

Multi-Track Programming Competitions with Scratch

6.1 Introduction

Computer programming competitions for high school students are a time-tested method of outreach and engagement that have been widely used by academia and industry.

Universities organize and execute programming competitions for high school students for several reasons:

1. Competitions raise the visibility of a campus and its academic computing offerings among future students

2. Competitions offer an opportunity for universities to directly encourage promising future students

3. Bringing teams to campus offers a rare window of opportunity for networking and professional development for those teams computer science teachers

4. Many college students view helping run such a competition as worthy community service, and/or as preparation for the collegiate-level competition.

Conversely, high school computer science students and their teachers attend programming competitions because:

1. Students who take up an interest in computer science often would like a place to hone their skills and be recognized for their accomplishments

2. Students are eager to see college campuses and meet college students in a likely area of future study

\[1\text{This chapter is based on the peer reviewed publication [8] and has been minimally edited.}\]
3. Students often view such competitions as valuable practice for subsequent, high-stakes testing such as the Advanced Placement exam in Computer Science.

In most states in the U.S., more than 85% of high schools have no computer science teacher, and thus no computer science courses. High school programming contests held at college campuses in our region have been attractive only to a very narrow, elite band of high schools. Those schools are overwhelmingly suburban schools in orbit about metropolitan areas. Participants from those schools tend to be mostly white or Asian males, from middle-class backgrounds. Many are planning to major in computer science already.

Beginning in 2014, a National Science Foundation grant project started to roll out professional development for area teachers in schools with no computer science presence. Due to this project, 18 new school districts in our state began teaching ECS [65], and over 600 new high school students were taking computer science for the first time. We quickly realized that our traditional model of high school programming competitions was a poor match for the wave of new students entering computer science with broader introductory courses.

In response, we have adapted our traditionally-structured high school programming contest to make it more attractive to this new population of students. We added a second, parallel track to the traditional Java-based competition that uses the Scratch programming language to welcome students from courses such as ECS, or the new AP CS Principles [47] (AP CSP) course. Broadening the reach of this outreach beyond those schools with existing, well-established programs that culminate in Advanced Placement CS A is essential to engaging a more diverse set of participants. Our novel structure requires problems that can be quickly judged, but allow open-ended solutions rewarding creativity and artistic merit. Most significantly, two of the 11 schools participating this year were coached by brand-new ECS teachers, from districts that previously had no CS teacher or courses.

Although years of experience with traditional contest models have produced robust contest management software\(^2\), a rich pool of existing and reusable contest tasks\(^3\), and deep institutional knowledge about how to successfully engineer and execute an event,

\(^2\)http://www.ecs.csus.edu/pc2/
\(^3\)http://uva.onlinejudge.org/
there has been little published work on designing a Scratch-based competition with short-term, open-ended challenge tasks that must run in parallel with a traditional ICPC-style Java track.

This paper presents the first two years of our experience with the challenge of designing and fielding just such a competition.

6.2 Background

Programming competitions have been used to foster and encourage student interest in computing since at least the early 1970s [10]. In this section, we briefly summarize the large body of prior and related work.

6.2.1 Collegiate Programming Competitions

The Association for Computing Machinery (ACM) International Collegiate Programming Competition (ICPC) is among the oldest and most respected institutions for bringing computing students together in competition from around the world. The typical format has teams of three students working on eight or more complex algorithmic thinking tasks with a five-hour time limit and only one computer.[10]

Regional and local competitions at the collegiate level frequently follow the model of the ICPC, using the vast repository of past contest tasks as both practice and competition problems.

The International Olympiad in Informatics [105] is billed as, the most prestigious international algorithmic programming competition at the high-school level. National bodies, such as the USA Computing Olympiad [173], hold internal competitions to select a team of delegates to participate in the international competition, not unlike the Olympic Games for athletics.

For USACO, the internal rounds consist of online competitions, supplemented by many hours of free, online training.

Separately, the American Computer Science League [5] offers asynchronous, school-based competition with both a written exam component and a solo programming component. The asynchrony allows ACSL to scale to many schools, by allowing individual teachers to offer the competition during the school day at a time that suits
the local context in the high school building.

A wide variety of corporate-sponsored coding contests and web portals compete for the attention of high school students with a strong interest in computer science and related fields. A thorough survey of the landscape of programming competitions is provided in [72].

With many decades of experiences running programming competitions for high school students, more recent research has sought to classify and clarify the categories of competitions and tasks commonly found. Pohl [143] provides a taxonomy of computer science competitions, contests and challenges. Ragonis [149] classifies common questions types found in computer science challenge problems. Hakulinen [90] provides a survey of challenge task development. Foriek [72] gamely suggests new possible problem categories, and discusses an Internet Problem Solving Contest (IPSC) designed to escape some of the more common tropes found in ICPC- and IOI-style competitions.

Despite the longevity and popularity of the traditional model for such events, it is clear that there is room for improvement. Critics point out that time-bound contest problems evaluated solely through automated black box testing discourage many of the most important pedagogical goals of modern computer science [29]. The emphasis on speed in the ICPC-style contest crowds out documentation, refinement and design. The emphasis on platform-independent programming languages and development environments, as well as black-box testing, usually discourages the use of graphics and sound, sharply limiting the creative universe of both problem tasks and their solutions.

Finally, researchers have been commenting on the lack of diversity of participants attracted by the traditional contest model since at least the 1990s [68].

6.2.2 Alternative Competitions

While the ICPC-style competition is likely to persist in some form, many alternative competition styles have been proposed to address its known shortcomings, including its lack of participant diversity [68].

Alternatives such as the Kansas City Computer Science Fair [68] and the College of Charlestons alternative competition [29] emphasize quality-of-process by judging
criteria based on both technical and artistic merit, rather than just black box testing [29]. We reused these ideas in order to encourage creativity and reward artistic merit.

Others have combined CS Unplugged [172] activities with competition-style programming problems [177] to produce an effective hybrid. A wide variety of robotics-based competitions [141] allow participants to branch out beyond text-based input and output, as well as simple black-box testing.

Brebas [52] (Lithuanian for, Beaver), is an international, online competition series with divisions open to grades 5 through 12, and intended for those interested in computing regardless of skill level. Individual tasks are typically short, taking 3 minutes or so to solve. Typical Brebas tasks are not programming tasks, but use a computer to solve interactive and/or multiple-choice prompts. In contrast, our work retains the focus on algorithmic design and programming, using the Scratch [127] programming language.

6.2.3 Scratch Competitions

Competitions that use Scratch or SNAP [171] take advantage of these languages attractive, block-based graphical programming environment to make the programming task more welcoming to novices. Scratch prevents standard syntax errors, and offers a simple set of primitives to manipulate sprites (graphical elements with attached method behaviors) on a stage (background). Emphasis is on animation, sound, and reactive programming features such as mouse clicks and keyboard events.

The annual Harvard SCRatch International Programming Trial (SCRIPT)4 began in 2012. Students ages 6-15 can participate in groups of 2-4, and submit a Scratch project under one of six categories: greetings, games, music and dance, stories, simulations, and educational software. Both Georgia Tech5 and University of New Brunswick6 have also offered a Scratch-based competition in several past years similar to SCRIPT described above.

Like many other alternative competition formats, all three of these alternative Scratch competitions differ from our work by focusing on online, long-term tasks,

---

4http://scratched.gse.harvard.edu/discussions/events/scratch-competition-symposium-script-2014
5http://home.cc.gatech.edu/TeaParty/346
6http://www.unb.ca/saintjohn/sase/dept/csas/competitions/jr-high/index.html
rather than an on-site track co-located with traditional ICPC-style contestants. However, all three efforts seek to accomplish similar goals to our work:

- Building students sense of belonging in computing
- Encouraging students to code
- Encouraging local teachers to teach Scratch

The use of Scratch in the Syrian Olympiad in Informatics [104] is the clearest antecedent to our current work. Like our contest tasks, the SOI participants were given sprites and a stage, and asked to add behavior. The overall structure of the SOI differs markedly from our typical high school outreach event, and was not designed to bring a growing community of Scratch-using high school students into a parallel competition track.

6.3 Year One Competition

For the Spring 2014 edition of our high school programming competition, we decided to add a new, parallel, Scratch-based track to our existing ICPC-style competition that allowed Java, Python and C++ solutions. We knew that the Scratch Division needed to remain open-ended to promote creativity while completing in the same timespan as the other competition.

At that time, we could find no readily available resources that suggested previously successful task prompts for such a competition. Existing models (see prior section) generally relied on much longer competition times, and also on longer judging times. There were no examples of on-site, open-ended, Scratch-based tasks suitable for grades 9-12, or corresponding judging rubrics.

6.3.1 Task Prompt

The final design envisioned a single, three-hour challenge task centered on a particular, classic fairy-tale motif. Students were asked to retell the story of The Three Little Pigs.

The task description included a summary of The Three Little Pigs and key requirements such as a minimum of three scenes, repetition of appropriate dialogue,
and a conclusion that emphasizes the moral of the story that hard work shall be rewarded when challenging times come.

Participants were admonished that their work should be original. They could use any of the sprites, backgrounds, audio and other narrative elements that are available through the Scratch.mit.edu site, but should not reuse or adapt existing Scratch projects.

### 6.3.2 Judging

The existing PC2 contest management software was determined to be unsuitable for running the Scratch Division. Because the entries would only be judged at the end, there was no need for features handling rapid submission, testing and feedback. Moreover, the complex and somewhat intimidating default interface of the software was deemed likely to detract from the overall welcoming message behind the Scratch Division in the first place.

A panel of faculty judges evaluated work submitted using four criteria including originality, creativity, elegance, and sophistication.

The small number of Scratch Division participants in the first year allowed judging to be completed successfully. However, entirely subjective judging went slowly, and three hours per task allowed participants to produce elaborate artifacts that were difficult for judges to fully explore in the time allotted.

### 6.4 Year Two Competition

In the second year, we made several important changes to the structure of the Scratch Division in order to more easily scale problem judging, while retaining the distinctive character of the competition.

Competitors were still permitted to compete in pairs, or individually. While high school students were the target audience, one coach requested and received permission to bring an advanced middle school team.

The competitors were given a packet of competition questions, including detailed instructions on how to access templates and submit their work. Additionally, the
packets were created to be colorful and playful (compared with the traditional, no-frills ICPC-style specifications) in order to encourage participants to maintain a creative and open mindset. (See Figure 6.1)

A mix of both closed- and open-ended questions were used, meaning quicker judging for the technical points during the competition, allowing more time for the judging of creative merit.

Under the question type taxonomy suggested in [149], this task set included:
• Type 1: Developing a Solution (tasks 1, 2, 3, 4)

• Type 2: Developing a Solution that Uses a Given Module (tasks 1, 2)

• Type 7: Completing a Given Solution (problem 1)

6.4.1 Task 1 - The Maze

For the first task, the designers sought to present the students with a straightforward, recognizable, and easy to implement question. Given a maze backdrop and a sprite, along with incomplete code blocks, the participants were expected to program the sprite to maneuver through the maze. They were expected to provide the test loop to determine when the sprite should stop moving (e.g. hitting a wall, crossing the finish line).

The designers intended for this problem to be solvable by all teams. Although not all teams received full marks, each team submitted a functioning copy of the sprite and maze. Not all of the teams were able to end the game successfully.

6.4.2 Task 2 - The Fly Swatter

The second question required students to make a fly swatter game. Participants were given a fly sprite, swatter sprite, and a kitchen background. The fly was pre-programmed to randomly move around the kitchen, and the students were to map the swatter sprite to the users mouse, ”squashing” the fly sprite when clicked. The questions main objective was to see if students were able to make the game work well, which required the bug to wait a certain amount of time before moving again. If this was not present in the participants submission, it would be difficult to win at all.

All eight of the participating groups produced a submission for this problem, with only 6 receiving full points.

Despite the relatively structured nature of this task, participants still incorporated creativity into their solutions. Some teams replaced sprites, while others created elaborate win animations, such as in Figure 6.2, which incorporated a winged hippopotamus instead of the simple fly, and a popular Internet meme from that month\(^7\).

\(^7\)http://knowyourmeme.com/memes/he-man-sings
6.4.3 Task 3 - Rock-Paper-Scissors

The third task asked the participants to develop a working rock-paper-scissors game using the given sprites and their own animations. They were also required to find their own background to complement their game and animation, as well as promote the creativity of the question.

Creative solutions to the animation subtask included spinning the selection, keyboard movement for selection, and moving towards the opposing sprite.

6.4.4 Task 4 - Pong

The fourth task in the competition asked the participants to create a working two-dimensional one-player pong game (Figure 6.3) and for extra credit they could implement a custom artificial intelligence algorithm as a second player. This was intended to be the most challenging task in the Scratch Division.
As expected, this slightly more difficult problem did not elicit as much creative flourishment as the earlier, easier problems.

Figure 6.3: Task 4 - Pong

6.4.5 Task 5 - Sunken Ship Narrative

The fifth task was designed to be the most open-ended, allowing participants to demonstrate both their Scratch-fluency and creativity (Figure 6.4). Similar to our first year competitions sole task, the fifth task provided a story prompt and directed participants to finish the story. The plot included a tale of a sunken ship; however, it was up to the participants to provide their own developments to the story, conclude it with a somewhat logical ending, and include the required elements (e.g., underwater animation, loops, at least two sound clips). The participants were also asked to include as many additional objects as they saw fit. We made sure to emphasize that creativity was the ultimate goal for this question, and informed them that it was a very important qualifier for grading.

All eight groups submitted answers to this problem, with greatly varying levels of whimsy. One group made an incredibly creative story, but had difficulty implementing every requirement of the prompt, such as the code requirements.

In an echo of results from the previous year, the most creative code made the requirements difficult for judges to identify. On the far end of the spectrum, some groups made sure to hit every program requirement for the task, but did not invest
time into adding creative touches to their submission. In the happy middle, some
teams met not only the basic requirements, but retained a logical program structure.

One group developed a game in which user could maneuver a character to collect
all the coins within a sunken ship while avoiding the sharks on the screen. This group
even included a winning and losing screen. (See Figure 6.5)

Although this question was the most difficult to grade, it provided the largest va-
riety of solution types. This not only allowed each individual group to set themselves
apart and present their personalities, but allowed us to take a look into how these
groups performed in the wild. We were thus able to observe how the participants
built their own blocks of code, while allowing them to personalize it and have fun
along the way.

Anecdotal feedback from the teams confirmed that this question was both the
judges and the participants favorite.

6.4.6 Submission and Judging

We deployed a simple, PHP-driven web submission system for the Scratch Division.
This was deemed to be a simpler, lighter-weight and more theme-appropriate solution
than the standard PC2 contest management software. (PC2 was still used for the
Java Division.)

The judging rubric included a five point system the participants needed to fulfill in
order to get full points. While grading submissions, the judges filled out corresponding
Tasks one to four were worth five points each with an extra three points of extra credit possible for task four. All partial credit was awarded three points as long as the submission had at least three of the problems criteria working for their submission. Open-ended task five was worth ten points; seven points were awarded if they reached the minimum requirements.

6.5 Results and Discussion

In total, 36 teams participated in our year two high school programming competition—28 teams in the traditional, ICPC-style Java Division, and eight in the Scratch Division. More than 120 students from 11 high schools across our state competed from 9am-Noon, taking up all five of the computer science departments instructional laboratories, as well as many other spaces to host registration, the coaches meeting, judging, contest headquarters, etc.

Most significantly, two of the 11 participating schools were coached by brand-new ECS teachers. Those schools had previously had no CS teacher or courses, and had
sent no previous teams to our events, but this year were able to join in on the Scratch Division.

Thanks to generous support from industrial sponsors and alumni, we were able to award prizes to the top 25% of teams in both the Java and Scratch Divisions, ranging from flatpanels to Arduino starter kits, to wireless peripherals.

Feedback from coaches and participants were overwhelmingly positive. In evaluating the success of the Scratch Division, one of our most experienced ECS teachers noted that most of the tasks resembled the in-class assessments she gives her students at the end of units. We take this as confirmation that we are on the right track. The number of ECS and CSP teachers in our area is growing sharply, due in part to outreach and professional development efforts led by our institution; a fall survey of teachers in our network suggests that we can expect both divisions to grow by another 25-50% in spring of 2016.

In practice, the design of the second year competition scaled well to triple the number of Scratch Division students from the previous year.

What we did not expect was the rather creative turn the participants took with the objective-based questions. For instance, the fly swatter problem (task 2) was rather straightforward; however, a team redesigned it to track how many times the fly was clicked and when it reached one-hundred-and-eleven whacks a spinning animation of a picture from the internet was displayed along with sound. The originality made it more difficult to grade some submissions, but it is the opinion of the authors that this was a worthy trade-off, and one that we look forward to making again next year.

Finally, we were surprised to learn on competition day that the contestants in the Scratch Division varied more widely in age than expected. Despite ECS being intended as a 9th-grade course, our participants from ECS schools ranged from middle school students to high school seniors.

The total number of Scratch Division participants was still less than 20 this year, so it is not yet feasible to make statistically valid claims about the demographic shift we are seeing in the population participating in the Scratch Division. Anecdotally, the Scratch Division has had a better gender balance than the Java Division in both years.
6.5.1 Future Work

The originality and creativity that some students implemented indicates a need for more open-ended questions. For several prompts, we outlined many of the steps and provided a template of sprites and some code fragments that contestants should use. This may have restricted some of the creativity that students could display. In the future, it may serve us better to give a general paragraph of what we require, and expect groups to take different routes to completing the prompt.

Moving forward, we expect to grow the competition next year, as more schools are affected by efforts to increase the number of new CS teachers in the state. We are considering creating a third division, based on previous work on CS Fairs, that would directly model one of the non-programming performance tasks expected for AP CSP.

As the number of participants grows, we hope to complete a statistically valid analysis of the differences between the populations in the two tracks. Our hypothesis is that the Scratch Division attracts a higher percentage of women than the current Java Division, and draws teams from schools with a larger population of underrepresented students.

6.6 Conclusion

We have presented the structure and rationale for an alternative, Scratch-based track that we have added to our existing ICPC-style high school programming competition. The design of this track incorporates both relatively constrained tasks that can be quickly judged, and more open-ended tasks that can be rewarded for creativity and artistic merit. Our overriding goal was to include in our annual outreach event the growing number of Scratch programmers coming out of broader introductory CS courses such as ECS and AP CSP. Students participate in the same, on-campus event, with a different set of tasks, proctors and judges, and participate in the same awards ceremony.

The competition ran well, and attracted markedly more participants than the previous years. The presence of a Scratch Division allowed new schools to participate who had previously never sent a team to such an event. Furthermore, while numbers are still small, it seems likely that the demographic balance of the Scratch Division
will at least initially beat the traditional Java Division competition.
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CHAPTER 7

The Impact of Exploring Computer Science in Wisconsin

7.1 Introduction

Much of the literature discussing computer science (CS) education points to disparity in economic and demographic situations as a root cause for the lack of access to computer science for nontraditional students [2, 38, 46, 62, 77, 78, 86, 108, 132, 153, 191]. This research implies (and sometimes explicitly states) that if students were given the opportunity to learn CS, the gap in gender and minority participation would be lessened. Since economic and demographic factors are inherently spatial in nature, this paper will focus on using elements from the geography of educational opportunity framework.

The Geography of Opportunity framework is often referred to in research focused on housing and residential mobility. It is meant to refer to the ways that geography can influence an individual's opportunity, i.e., that an individual's options are limited by the social and economic conditions surrounding them [158]. The idea behind this framework can be succinctly summarized with a quote that Squires and Kubrin attribute to former Albuquerque mayor David Rusk, Bad neighborhoods defeat good programs [164].

This concept can be extended to the geography of educational opportunity because there are constraints placed on educational opportunity by the educational infrastructure of the community [96]. In Hillman's research on the geography of opportunity as it applies to college choice, he explains how geography can affect educational opportunity by drawing a comparison to the concepts of food deserts. Hillman uses the geography of opportunity framework to explore the importance of place and how geography shapes educational equity and opportunity [97]. Additionally, the geography

\footnote{This chapter is based on the peer reviewed publication [27] and has been minimally edited.}
of opportunity is examined in [119] as it relates to outcomes of No Child Left Behind testing requirements and segregation in schools. Tate, et al. [167] reminds that certain interventions in STEM education have been geospatially-minded in the past, especially in urban contexts; Green [80] notes that Access to opportunities in the United States (U.S.) is inequitable across geographic spaces. Finally, Soja [163] advocates for using a spatial perspective to help build an understanding of the inequalities in communities so that action can be taken; spatial thinking through a geographical perspective can help to facilitate change. Where a student attends school has a direct impact on their opportunity to access CS education. Their geographic place can constrain or enable them more than other factors such as an understanding of what a computer scientist does, or seeing people in CS jobs that represent their gender, race, or ethnicity. Use of this framework can add the context of where to a discussion that is largely focused on the when and who. Instead of asking how much did CS enrollment increase from one year to the next, the question becomes where did CS enrollment increase. This shift moves the analysis to a different level of granularity. When not concentrating on merely the net gain or loss over an entire state, the focus can be on what the changes were for each school.

The primary questions in this study are:

1. Does publicly available data give enough information to track CS course enrollment over an entire state without the need for costly and time-consuming surveys?

2. Is it reasonable to represent high school CS course availability at the state level or is a more granular representation needed?

3. Has the introduction of the ECS program had a disparate impact on any economic groups in Wisconsin?

### 7.2 Geography in CS Education Research

Given the difficulty in collecting detailed data over a large area for hundreds of schools, very few prior studies have even a small focus on the underlying geography of their study area. The only recent CS-centric study explicitly mentioning geography is a report from South Carolina showing a statewide lack of geographical diversity for where
CS coursework is offered [38]. Based on survey responses from 158 K-12 educators, they concluded that Title 1 schools (where > 40% of the students qualify for free or reduced lunch) are less likely to offer computing coursework.

A second research study [83] indirectly focused on geography by using data from the Advanced Placement (AP) CS A exam in a regression analysis to explore the demographics of test takers across the U.S. In each state the relationships were explored between wealth and exam-taking, and the number of exam-takers from under-represented groups, with the goal of explaining variances between states.

Both studies consider how economic status could relate to a students opportunity to take computing courses in K-12. While one uses statewide survey data for indication of CS availability with school level economic information, the other uses national AP data and state level economic factors. The current study differs from previous work in the following ways:

(1) While still interested in where CS coursework is offered in the state as in [38], this study uses public data collected from the state Department of Public Instruction (DPI) instead of attempting a statewide survey. Schools are required to self-report on many dimensions annually, and course level enrollment data is one of these dimensions. While there are always concerns for the validity of self-reported data, this source provides complete data for all the schools in our study area without putting any additional workload on the schools. In addition to data being more complete and reliable than what a large-scale survey would provide, this data is publicly available in many states, making it quite attractive for this type of analysis.

(2) The study in [83] investigates the relationship between wealth and the number of students taking the AP CS A exam for U.S. states. This paper follows the lead of [83] in examining the role that wealth can play in computing education; however, using a framework of geography of educational opportunity means considering the role of geographical place within the study, this leads the authors to disagree with [83] on three points: (a) **Analysis method** - A regression analysis assumes that the data being analyzed is random. This paper considers how CS course enrollment and availability is not randomly distributed within a state and therefore violates that assumption. (b) **Level of aggregation** - Aggregation to the state level for median income as the wealth variable and exam takers assumes that the nonaggregate data is
distributed within the state homogeneously. This paper argues that this type of data exhibits heterogeneity and therefore should be studied at a finer level of granularity.

(c) **Choice of explanatory variable** - Using median income as a measure of wealth in [83] (even if the study had been at a more reasonable level of aggregation) assumes that the school inherits its wealth attribute from the surrounding community. This paper shows that while it is not a perfect proxy as an indication of wealth, an individual schools reported measure of economic disadvantage can more accurately describe the economic circumstances of the students in attendance. Since the unit of study is the school, this measure is within the proper context and not merely a convenient choice. Moreover, in a context such as Wisconsin, in which widespread school voucher programs allow many students to attend a school in a dissimilar economic area, median income for the surrounding community is less likely to align with the economic composition of a given schools student body.

### 7.3 The Role of Place

When considering why geographical place would have a role in the analysis of CS education in public high schools, one should keep in mind that the institution of interest in this work is the school. In the U.S., many aspects of educational policy are determined not at the national level, but at the state or school level. Schools play a major, central role in everyday social geographies in general. Collins and Coleman bring attention to the fact that they are one of the few institutions that can be found in almost every urban and suburban neighborhood, and with which almost every individual has meaningful, sustained contact at one or more points in their lives. [45]

This paper focuses on Wisconsin public schools with a high grade of 12. The study is limited to regular schools, and does not include data related to charter, virtual, or private schools. Also discluded are data related to informal CS education, such as after school clubs or summer camps. The choice to limit the data in this way follows [1], which states that the best chance to broaden participation in computing is through formal education pathways; going through the formal education pathway is the only route that can ensure we are providing all students access to CS education.

This study uses student enrollment counts for each school at the individual course level. The number of students in a school who were enrolled in a CS course can be
extracted using a combination of NCES (National Center for Education Statistics) course codes, local course codes, and course descriptions. Economic data used in the study are aggregated at the school level. This initial study uses the school reported measure of economic disadvantage as a percentage of total students enrolled who are categorized as being economically disadvantaged.

All of the data that are used in this study are publicly available. We collected 6 years worth of data from the Wisconsin DPI related to course enrollments, school enrollments and demographics, educator license status and employment, as well as shapefiles for school attendance boundary zones. Within the course enrollment data, we compared course NCES codes to the local course codes and the local course descriptions to identify courses that could count as CS for mathematics graduation credit, defined by Wisconsin Act 63 [185]. There are 433 schools, making up 378 districts in this data. The six years collected from each school included academic years 2010-11 through 2015-16.

Wisconsin DPI defines economic disadvantage for students who are members of households that are eligible for free or reduced-price meals under the National School Lunch Program (NSLP). To be eligible, a families income must be less than or equal to 185% of Federal Poverty Guidelines. Students must be identified by Direct Certification every year, and this information is reported by every school even if the school does not participate in the NSLP [186].

When considering American political geography in relation to K-12 CS education, it is important to note that autonomous governmental units, such as local school districts within metropolitan areas, are a defining feature [106, 176]. In fact, this type of geopolitical fragmentation is common in major U.S. metropolitan areas, especially in older industrialized regions of the Northeast and Midwest [99]. Information should not be aggregated at the state level to gauge the health or impact of CS education as in [83], because doing so assumes a fixed effect over the study area, potentially causing false correlation or confounded analysis. How these programs are implemented is greatly influenced by the local context of the individual units; [99] and [67] have found that even the level of fragmentation (number of school districts) within an area can influence efforts to implement reforms. The degree of challenge involved in implementing a reform is increased in areas where there are a greater number of units.
At the national level, entities like Code.org provide information about places where progress is being made in CS education. They show where CS can be counted towards high school graduation requirements for math or science. From this we can see that not all states in the U.S. have fallen in line with the recent CS For All initiatives from the Obama administration, and not all states allow CS courses to count towards high school graduation requirements.

Code.org also shows information at the state level, where they post data about employment in CS, numbers of CS graduates and what they call their Policy Environment (rubric), which point out whether a state has dedicated funding for professional development, if high schools in the state are required to offer CS courses, and the status of state K-12 CS standards.

Figure 7.1: Districts where CS courses are offered in WI, ’14-15
Figure 7.1 shows that considering where CS courses are being offered at the school
district level gives a better understanding of where our state suffers from a lack of
opportunity. We can then drill down even further to look at the attendance boundary
zones for individual schools in a district, as in Figure 7.2, to see that even if the district
level data shows that CS is present, the school level data can identify gaps in access
to student groups.

Figure 7.2: High school attendance boundaries where CS courses are offered in Mil-
waukee Public Schools, 2014-15

While it would be ideal to disaggregate this data all together and compile a dataset
of family income for each individual student in addition to their course enrollment
information, this is not a realistic goal for a statewide study like this one. Therefore,
we have decided to aggregate our data at the school level, which is the most granular
level reasonably available. Within the context of our study, school level aggregation
is consistent within the framework, and provides minimal information loss.
7.4 Methodology and Analysis

This section describes the mapping of geographic opportunity in Wisconsin, the method used to identify randomness in our data, and the resultant need for finer-grained analysis than state aggregate.

Hogrebe and Tate discuss how building a visual representation in line with Soja relates to the geography of opportunity [98]. They focus on cognitive science literature stating that graphic representations support learning, visual modeling supports retention, and visual representation can help readers more easily grasp complex arrangements. They also note that maps have informed civic debates about regional development issues [98]. Maps bring a visual dimension to data through geospatial perspective and facilitate discussion among stakeholders. By locating data in the context of place, issues become more familiar and understandable to those who may not have experience in data analysis [98]. We can associate variables that are not spatial with a location so that they can be placed in the context of where they occur. In a discussion about why we should show data in map form, [49] refer to John Pickles [142] and how he rethinks mapping, stating that maps are active and that they actively construct knowledge. They exercise power and they can be a powerful means of promoting social change [49].

The visual representation of where CS courses are offered in the state of Wisconsin, such as Figures 5.3 and 7.1, can help to identify areas of the state where intervention efforts are most needed. It also gives the opportunity to make the case against using a state level aggregation of measures for CS enrollment (or test takers as in [83]). It can be tested whether the data is randomly distributed in relation to space; since with a random distribution there is no value in knowing the spatial locations of the units, it will not provide leverage in predicting opportunity. We have used a join count analysis [53] as a diagnostic tool to test for a random distribution. If we assume the data are binary, presence or absence of CS in the school, we might observe a random distribution of the categories, a clustered distribution of the categories, or an evenly dispersed distribution of the categories. We may wonder what the chances are that a particular pattern of distribution in our data could occur at random. Of our 378 school districts, we can build a spatial weights matrix to describe the neighbor relationships
between the schools by defining neighbor with first-order queen contiguity as a base case. This means that we examine each of the polygons defining a schools geographic attendance boundary and identify where a polygon shares an edge with any other polygon, resulting in a contiguity matrix \( W \). In the contiguity matrix \( W \), each school polygon at \( i \) will be considered against another school polygon at \( j \); each \( ij \) space will be assigned a 1 if the polygons share an edge, and a 0 otherwise. The diagonal of the matrix is 0 since a school cannot be defined as its own neighbor, and \( W \) is symmetric as we are defining the neighbor relationship to be bidirectional. Other potential definitions for \( W \) will be considered at a later time in order to build a reasonable and theoretically based weights matrix.

Our queen contiguity matrix shows 2112 distinct neighbor relationships, with each school having a number of neighbors from 1 to 16. We can count the number of relationships that fall into each of three categories:

1. Neither school has CS (NN)
2. Both schools have CS (YY)
3. One of the schools has CS and the other does not (YN)

We then ran a random permutation on the attribute matrix 1000 times to produce a distribution of random placements of the dependent variable so that we could compare the true counts to the expected counts under a random distribution.

The join counts analysis results for the 2014-15 school year are shown in Figure 7.3, and clearly indicate that the distribution of course offerings is not random. Since this is the case, a regression to show the relationship between wealth and CS course enrollment is not appropriate for our data. It is important to note that patterns can be perceived even when they are not present. The benefit of using a visual representation along with a test for randomness is that we can be assured that our perception of clustering in the offering of CS courses is not merely apophenia.

### 7.5 ECS in Wisconsin

Wisconsin was the site of one of several NSF-funded initiatives that aimed to prepare annual cohorts of high school teachers for teaching the Exploring Computer Science
(ECS) curriculum [65] in the years 2014-2017. While the program collected its own data from participating students and their teachers, to date there has been no attempt to assess the statewide impact of large scale deployment of ECS. The first cohort of ECS teachers were deployed to Wisconsin classrooms in the 2014-15 school year. In keeping with our interest in the findings of [83], where wealth is shown to have an indirect impact on the number of students taking the AP CS A exam, we looked to see if there was a relationship between school level economic disadvantage and CS course offerings. Instead of a linear relationship, we found that the implementation of ECS in a school disproportionately impacted schools with a higher percentage of economically disadvantaged students.

Table 7.1 shows enrollment percentage in CS and ECS courses for the 4 years before the first year of ECS in Wisconsin, and how those percentages changed with the first 2 years of implementation of ECS, broken into 4 categories of economic disadvantage. It can clearly be seen that the schools with a higher population of economically disadvantaged students have had an increase in enrollment that is significantly higher than the other economic groups.

Of particular interest is the difference between the schools in the upper and lower
ranges of economic disadvantage. In general, we see a drop in CS enrollment, particularly for ECS, between the 2014-15 school year and the 2015-16 school year for the 76-100% economically disadvantaged group. We also note that in the 0-25% group there is little variation in CS enrollment from one year to the next, and that ECS has had little impact on enrollment. This is where our focus on place will allow us to more clearly identify the mechanics of these general observations.

We observe that in the 76-100% group, at many schools prior to the implementation of ECS, CS courses were not available. Therefore, when ECS began to be offered, students were enrolled in the course at the 9th-12th grade levels. After the initial year, overall enrollment for the group would drop, because only the incoming 9th graders would not have had the previous opportunity to enroll.

As an example, North Division High School (76-100% economic disadvantage), a Milwaukee Public School, enrolled 84 students in ECS in 2014-15 with 27 of those being 12th graders, 27 11th, 19 10th and 11 9th. In fact, 84 students were their total enrollment in any CS courses, since they did not offer any course that was not ECS, and prior to 2014-15 did not offer any CS courses at all. In 2015-16 their enrollment in CS overall dropped to 52. However, the 20 students enrolled in ECS were from 9th and 10th grade, and the other 32 10th-12th grade students were enrolled in an Introduction to Programming course. We would expect that the 2016-17 data will show this in the 51-75% range since the 2015-16 ECS enrollment numbers are spread across the grades like the 76-100% group in 2014-15. Additionally, Whitefish Bay High School (0-25% economic disadvantage), had offered CS courses prior to the Wisconsin ECS initiative and, despite being one of the cohort schools, did not show enrollment in ECS courses. However, they did show consistent enrollment among all grades for 3 years in the CS Principles course.

7.6 Conclusion

The publicly available data that was used in this study provides ample information to track CS course enrollment in the state of Wisconsin. We are able to observe how enrollment changes within economic groups as well as within individual schools, and can make inferences about how these observations could be used to guide interventions. However, additional evidence collected through targeted interviews with individual
educators would enable us to consider more fully the role that teachers play in those changes. The next step in our work will consider the status of the teachers along with enrollment data, since our initial analysis reveals that there are more districts where educators holding a license for CS are employed at the high school or district-wide level than there are districts with schools actually offering CS courses (see Figure 7.4).

Figure 7.4: CS courses offered vs. CS licensed teachers, 2014-15

Since much of the narrative surrounding the subject of how to increase presence of CS courses in K-12 education points to a lack of qualified teachers, we feel that it is
worth investigating the ways in which Wisconsin seems to break from that narrative.

We can see that analysis at the individual school level gives us a much clearer view of what is going on in a state overall, and that we cannot aggregate our data to the state level. In this situation, the sum of the parts does not necessarily add up to the whole. Information like this can lead to more thoughtful policy and planning for widespread K-12 CS initiatives. We might suggest that a school interested in implementing ECS with a limited budget would need more funding available in the initial year, when more of the student population will have access for the first time to any CS course. In subsequent years, less funding would be required to sustain the course only for incoming 9th graders. Based on this analysis, we would most likely target groups with lower economic disadvantage with an AP CS initiative, rather than an ECS initiative.

The introduction of ECS in Wisconsin has had much more of an impact on schools with a higher level of economic disadvantage. We have seen that schools that are more economically disadvantaged were less likely to have offered any CS courses before the initiative, and that adding ECS led to a wider variety of CS courses for those schools after the initial intervention year. Schools which were less disadvantaged were more likely to have already been offering CS courses, and the addition of ECS did not significantly change their enrollment percentages.
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<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>0-25%</td>
<td>Schools</td>
<td>135</td>
<td>125</td>
<td>118</td>
<td>117</td>
<td>113</td>
<td>115</td>
</tr>
<tr>
<td></td>
<td>Total Enrolled</td>
<td>96,785</td>
<td>92,150</td>
<td>84,048</td>
<td>79,681</td>
<td>79,650</td>
<td>83,501</td>
</tr>
<tr>
<td></td>
<td>CS Enrolled (pct)</td>
<td>2045 (2.113%)</td>
<td>2150 (2.333%)</td>
<td>2255 (2.683%)</td>
<td>2427 (3.046%)</td>
<td>3213 (4.034%)</td>
<td>3341 (4.001%)</td>
</tr>
<tr>
<td></td>
<td>ECS Enrolled (pct)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>57 (0.072%)</td>
<td>172 (0.216%)</td>
<td>246 (0.295%)</td>
</tr>
<tr>
<td></td>
<td>ECS pct of CS</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2.349%</td>
<td>5.353%</td>
<td>7.363%</td>
</tr>
<tr>
<td>26-50%</td>
<td>Schools</td>
<td>225</td>
<td>234</td>
<td>236</td>
<td>239</td>
<td>245</td>
<td>242</td>
</tr>
<tr>
<td></td>
<td>Total Enrolled</td>
<td>128,260</td>
<td>125,971</td>
<td>130,302</td>
<td>131,865</td>
<td>130,245</td>
<td>127,852</td>
</tr>
<tr>
<td></td>
<td>CS Enrolled (pct)</td>
<td>1811 (1.412%)</td>
<td>1931 (1.533%)</td>
<td>1993 (1.530%)</td>
<td>2498 (1.894%)</td>
<td>2691 (2.066%)</td>
<td>3142 (2.458%)</td>
</tr>
<tr>
<td></td>
<td>ECS Enrolled (pct)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>8 (0.0006%)</td>
<td>88 (0.068%)</td>
<td>192 (0.15%)</td>
</tr>
<tr>
<td></td>
<td>ECS pct of CS</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.320%</td>
<td>3.270%</td>
<td>6.111%</td>
</tr>
<tr>
<td>51-75%</td>
<td>Schools</td>
<td>65</td>
<td>62</td>
<td>66</td>
<td>66</td>
<td>59</td>
<td>65</td>
</tr>
<tr>
<td></td>
<td>Total Enrolled</td>
<td>34,404</td>
<td>31,836</td>
<td>32,192</td>
<td>33,003</td>
<td>32,164</td>
<td>30,955</td>
</tr>
<tr>
<td></td>
<td>CS Enrolled (pct)</td>
<td>477 (1.386%)</td>
<td>311 (0.977%)</td>
<td>316 (0.982%)</td>
<td>436 (1.321%)</td>
<td>277 (0.861%)</td>
<td>400 (1.292%)</td>
</tr>
<tr>
<td></td>
<td>ECS Enrolled (pct)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0%)</td>
<td>0 (0%)</td>
<td>208 (0.672%)</td>
</tr>
<tr>
<td></td>
<td>ECS pct of CS</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>52%</td>
<td>52%</td>
</tr>
<tr>
<td>76-100%</td>
<td>Schools</td>
<td>10</td>
<td>14</td>
<td>15</td>
<td>13</td>
<td>18</td>
<td>13</td>
</tr>
<tr>
<td></td>
<td>Total Enrolled</td>
<td>7,355</td>
<td>12,129</td>
<td>11,608</td>
<td>10,507</td>
<td>12,691</td>
<td>10,177</td>
</tr>
<tr>
<td></td>
<td>CS Enrolled (pct)</td>
<td>57 (0.775%)</td>
<td>140 (1.154%)</td>
<td>54 (0.465%)</td>
<td>49 (0.466%)</td>
<td>408 (3.215%)</td>
<td>244 (2.398%)</td>
</tr>
<tr>
<td></td>
<td>ECS Enrolled (pct)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0)</td>
<td>0 (0%)</td>
<td>255 (2.009%)</td>
<td>45 (0.442%)</td>
</tr>
<tr>
<td></td>
<td>ECS pct of CS</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>62.5%</td>
<td>18.443%</td>
</tr>
</tbody>
</table>

Table 7.1: Enrollment % in CS and ECS courses aggregated by school % of economic disadvantage, 2010-2016
CHAPTER 8

Discussion

8.1 Propagation

One of the aims of this research is to promote the concept of iterative development in propagation planning. We will discuss what that means as it relates to current propagation frameworks for large scale initiatives in K-12 Computer Science Education and suggest a new model for propagation that includes planned innovation.

Both the SCRIPT and the ECEP models for adoption and scaling of K-12 Computer Science Education initiatives successfully impact their intended populations. They focus on 1. understanding the current state of the problem, 2. developing goals to positively impact that state, 3. promote accountability of the adopters to sustain the change. This model works well for introducing programs where there were none to begin with [55].

While we also invest in the focus areas above, our propagation model differs from this type of framework in some critical ways. Given that our initiative leadership is based at a University and functions within a research lab, a crucial component of our model leverages this research function to build novel innovations. Our research efforts endeavor to understand the current state of Computer Science Education in our state, through landscape reports and data collection just as is expected within the ECEP. We have focused efforts to measure impact of the initiative on the state [27] as well as generate new information about student learning outcomes [122]. However, we also engage in research activity to develop instructional technology, curricular innovations, and pedagogical innovations [26, 25, 11, 8, 103]. This branch of research focus allows for us to extend beyond the SCRIPT and ECEP frameworks in that we are able to iteratively inject innovation into our social system, moving our propagation framework from a pathway to a cycle.
8.1.1 An Analogy

The differences between these frameworks can be described with an analogy comparing each to a development lifecycle. The existing frameworks function like a waterfall development process (figure 8.1) and our framework functions as an agile development process (figure 8.2).

![Figure 8.1: Basic Example of a Waterfall Approach](image)

The waterfall process is easy to implement and produces an agreed upon product, this is like the existing frameworks in that goals are set and there is a framework of steps to get you from your starting point to those goals.

In this analogy, the agile cycle describes our framework better than the waterfall model. Our research efforts allow for us to continuously cycle through 1. the identification of a need in our system, 2. the development and testing of a solution to that need, and 3. implement the solution and measure the impact, which will undoubtedly result in identification of new needs and begin the cycle all over.

8.1.2 A Propagation Cycle

The ability to have a cycle based framework instead of a path based framework is important when considering the future. While broadening participation in computing is a challenging mission, it will not always mean that we should be focusing on ensuring the existence of computing in K-12 classrooms. If the current national, state, and multi-state initiatives are successful in meeting their objectives we will have a solid foundation to work from across the major themes identified in the literature:
Theme 1: **Computer Science must have status as a Core Subject** Students should be required to complete credits in computer science for high school graduation, or have computer science count for math or science credit towards graduation.

Theme 2: **Equity in Opportunity** Underrepresented groups are less likely to have the opportunity to take computer science courses. Computer science should be offered at all high schools and schools should receive incentive for prioritizing computing courses.

Theme 3: **Knowledgeable and Qualified Teachers** Licensing/certification programs should be more comprehensive and accessible for those wishing to teach computer science and states should require that computer science courses are taught by qualified teachers.

What are the implications of this shift? Today, we start from the assumption
that these themes need to be “solved”. If we instead assume that the foundation of Computer Science Education consists of these themes as already solved:

- **Theme 1: Computer Science is a Core Subject** Students are required to complete credits in computer science for high school graduation

- **Theme 2: Opportunity is Equitable** Underrepresented groups have the opportunity to take computer science courses. Computer science is offered at all high schools and schools receive incentive for prioritizing computing courses.

- **Theme 3: Teachers are Knowledgeable and Qualified** Licensing/certification programs are comprehensive and accessible for those wishing to teach computer science and states require that computer science courses are taught by qualified teachers.

It will be difficult to maintain the momentum of the current movements if we are still focusing on propagation plans that are built to enable initial adoption of computing as an option in schools.

In fact, our analysis of the implementation of the Exploring Computer Science curriculum in Wisconsin showed declining enrollment after initial implementation in individual schools. This implies that while our implementation was successful, the schools needed more than ECS to create a self sustaining computing program. In general terms, an initial implementation of an introductory computing course is insufficient. This is where our new, fourth, theme, **Innovation**, can play a role. Our efforts, being cyclical, should aim for innovation in each cycle to produce the next feature needed to sustain and promote growth of K-12 Computer Science Education.

There are implications beyond the need for innovation, or the “what” based implications, there are also “who” based implications for this shift. It has been our experience that the students who belong to the classrooms where our initiatives have taken hold are uniquely positioned to grow into the role of an innovator when they move from the K-12 social system to post secondary social system. We have had a number of students come from K-12 Computer Science programs where our initiatives are implemented and become members of the Systems Lab, working to develop new innovations that go right back into those K-12 classrooms where they were once members. Thus making a person based cycle as well and an innovation based propagation
cycle.

### 8.1.3 A New Model for Propagation

Based on Rogers’ Diffusion of Innovation, our propagation model is meant to serve a broader audience than the current frameworks, it is also intended to remain relevant further into the future.

**Cycle and Scope**

![Figure 8.3: Expanded Scope of Our New Propagation Model](image)

Figure 8.3 illustrates our expanded scope and person based cycle. Within Rogers’ innovation-decision model, the process begins with an individual gaining knowledge that an innovation exists. This implies that we are to assume that the innovation does in fact already exist. This is the case with many of the efforts to make computing courses available in the K-12 education space. Most initiatives, Marquette’s PUMP-CS included, mark their starting line with identification of a curriculum, like ECS, that they will be aiming to implement broadly. Our model will provide the flexibility to begin from that point, or from the point of needing to bring that innovation into existence. With the cycle concept in mind, there is not a prescribed starting point; and, as we will discuss further in the next section, a program can be operating at multiple points within the cycle at any one time.

The change in scope of our model does not mean that the innovation-decision
model is not in alignment. Figure 8.4 shows where the innovation-decision process exists within the scope of our cycle base framework. It is important to note that continued attention being given to the decision process defined by Diffusion of Innovation theory is critical for innovation adoption. More than ever, planning for propagation, as defined by [168], must be a key part of the innovation development process for this cycle framework to produce the intended outcomes.

![Figure 8.4: Alignment with Innovation-Decision Model](image)

In addition to the scope expansion, the “person cycle” component is a new feature. Since this model is particularly meant for an audience of propagators functioning within a research context, the role of innovator takes on additional meaning from how they are defined within the adopter categories by Rogers. Within our framework, the innovator is a very special role, no longer are they solely playing the part of adopting an innovation that is assumed to exist, they are now playing the key role of innovation developer. While Rogers’ classification does indicate that the innovator adopter is most likely open to being a beta tester or iterating through versions of the innovation with the developer, we suggest that within a research context in an academic setting that iterative development and testing can indeed be components of that innovator role. Not only does that adopter category expand, but we are also able to start putting in place the means by which a perpetuating cycle that feeds individuals into that role can exist. While we have already seen this process in work within the Systems Lab at Marquette, formalization by means of marketing materials or summer research opportunities as outreach may contribute to this being a reliable pipeline not only for students choosing to move into a Computer Science major at
the undergraduate level, but also for research, development, and innovation minded students to begin creating the types of educational opportunities they would have benefited from and implementing them within the K-12 space. Who better to feed back into the cycle and provide valuable perspective on what helped and what did not than those very students who were impacted? This also creates a new branch in the diffusion network, a new bridge between propagator and adopter, which we will explore in the next section.

Roles

Much of the focus in a propagation model is given to the role of the adopter. This should be expected since propagation cannot be successful if the adopter does not decide to adopt the innovation. In addition to the adopter, an innovation driven propagation framework should consider the various roles that change agents have within a system.

We will consider some of the important change agent roles within the propagation framework.

- **Change Agent**: Anyone actively advocating for or promoting an innovation
- **Adopter**: Anyone who is part of the group of potential users of the innovation
- **Champion**: Anyone who has successfully adopted the innovation and evangelizes among their peers to encourage adoption of the innovation
- **Opinion Leader**: Has high social capital and influences others’ opinions about the innovation
- **Developer**: The creator of the innovation (can also be though of as the propagator)

If we consider the adopter role as categorized by Rogers, within our framework it might be assumed that a focus on developing innovations equates to a focus on engaging the *Innovator* category of adopter. This is true, however, since the model we are promoting functions as a cycle, while Innovator adopters are being engaged for recent innovations, other adopter populations can focus on innovations that are at the appropriate stage in the cycle for their needs. This is illustrated in figure 8.5
Figure 8.5: Multi-Innovation Initiatives can have categories of adopters engaged in different stages of the cycle at any given point in time

One concept, that is repeated across a variety of initiatives within the K-12 Computer Science space, is that in order to broaden the reach of your initiative and to ensure widespread adoption you must find your champions. Depending on the flavor of initiative, a champion could be a teacher who has already successfully adopted, or an advocate for the importance of your cause, even local industry partners who associate your initiative with providing a social good. These champions are supposed to help support your initiative by networking with potential adopters, promoting the effort within their social influence, and even help identify “new” things to include in your program. Reviewing the STEM and CS propagation literature suggests that involving diverse champions is an important factor in the success of your initiative [168].

Commonly, we look to the innovator category of adopters to serve the roll of champion. It makes sense, they are enthusiastic about the innovation, they have successfully implemented, they can provide information to their peer network. While these adopters can play a part in the champion roll, this is not always the most
effective method of diffusing knowledge through the system. Rogers suggests that relying on innovator category adopters to serve this purpose may result in diffusion only to other innovators [155]. This is due to the fact that while innovator adopter may be the earliest to implement an innovation, they are not necessarily opinion leaders.

Opinion leaders play the role of influencing other individuals opinions about innovations and they can have a significant impact on the rate of adoption. Defining characteristics of the opinion leader are that they exhibit more social participation than their followers (they are accessible to a broader range of people), they are typically at a higher social status than their followers as well, and they are trusted but not necessarily experts. Opinion leaders do not have to be adopters but if they are, they are typically in the early adopter category instead of the innovator category.

Having diversity among your change agents can help to support the propagation cycle. Since the potential adopters of the innovation are likely to be K-12 Computer Science teachers, we should also consider change agents outside of this group. It is common to recruit change agents from school and district leadership (principals, guidance councilors, school board members).

Some other groups to consider should be:

- **Former Students:** As we described in the expanded scope of our propagation framework, former students of the teachers in the potential adopter group, especially students who have moved into an innovation developer role, can make amazing opinion leaders.

- **Teachers in other fields:** These teachers, while they are not potential adopters, can expand the diffusion network for the innovation. They are often opinion leaders.

- **Industry Professionals:** These individuals can serve as trusted knowledge experts as well as opinion leaders.

### 8.2 Innovation in PUMP-CS

With the overarching goal of expanding access to K-12 Computer Science Education in the state of Wisconsin, PUMP-CS has made progress toward the themes identified
as necessary for a successful Computer Science Education program.

- **Theme 1: Computer Science must have status as a Core Subject** PUMP-CS leadership has worked with the Wisconsin Department of Public Instruction to establish the adoption of Computer Science Education standards as well as enabling Computer Science courses (that meet those standards) to count as a Science credit toward High School Graduation.

- **Theme 2: Equity in Opportunity** PUMP-CS has focused a major portion of their effort on high need schools, specifically in the Metro Milwaukee area. These schools have a high percentage of economic disadvantage (73% district average for the 2014-15 school year) as well as serving a significant minority population (90% district average for the 2014-15 school year). These populations are in contrast to the overall state averages of 36% economic disadvantage and 83% white student population for the same school year.

- **Theme 3: Knowledgeable and Qualified Teachers** PUMP-CS has been fostering multiple pathways to Computer Science teacher licensure and training, through professional development, alternative licensure programs, and university initial licensure (major and minor) options.

In addition to this, the theme of **Innovation** has played a role in the success of PUMP-CS. Alongside the implementation of proven curriculum like Exploring Computer Science, Code.Org, and Computer Science Principles, multiple innovations have been developed to support the adoption and expansion of Computer Science Education in the state.

### 8.2.1 Propagation + Innovation

The five novel contributions described earlier are examples of how the Computer Science Systems Lab at Marquette has contributed to the PUMP-CS initiative. Each innovation builds on the overall goal to expand access to Computer Science Education while supporting the propagation framework to promote successful adoption and scaling.
Measuring Adoption

Leadership for the systems lab and PUMP-CS has been engaged in the mission of expanding access to Computer Science Education well before establishing a state wide program [3, 91]. These workshops for educators were focused on showing how computing was related to STEM subjects and how computing and computational thinking concepts could be leveraged in those classrooms. We can consider the innovation here being the use of computing and computational thinking concepts in K-12 STEM courses. These early workshops had the goal of promoting the innovation for adoption by the educators that attended.

Our dual track CS4HS workshop [25] was the first in this series to attempt to measure the degree to which adoption would take place. We strove to understand, by studying the result of the teachers incorporating computational thinking concepts into their lesson plans, how those concepts would surface in the classroom setting. This effort offered the realization that few of the teachers were able to incorporate the computational thinking concepts into a typical lesson plan for their class, and the recognition that this inability did not change the perception that the teachers had about the workshop content being important and valuable.

The relative advantage of incorporating Computational Thinking Concepts into their courses was perceived to be high (the teachers average response to whether they found value in the workshop was 4.945) and compatibility was perceived just as high as evidenced by the 4.93 average response to how likely they would be to incorporate what they had learned into their curriculum. Where we failed to effectively navigate the requirements for propagation were in the innovations’ complexity, asking non-CS STEM teachers to incorporate computing material into their lessons with only two days of introduction to the concepts was much too complex a task to leave so open ended. We did not support those teachers with example lesson plans, limiting the trialability of the changes we wanted them to adopt. In addition, our intention to keep the implementation requirements open and not prescriptive as a way to allow for creativity and flexibility for teachers from such a broad range of backgrounds, we failed to provide an adequate level of observability to reduce the unknown conditions as required for successful adoption of an innovation.
This understanding was the catalyst for PUMP-CS to identify an established curriculum as our path forward. The decision was made to move forward with Exploring Computer Science [65] as our initial focus for widespread adoption in the state of Wisconsin.

**Overcoming Barriers**

The high degree of **relative advantage** that a proven innovation like ECS had over either the nonexistent or self-developed curriculum that existed in the classrooms was apparent. In addition, the ECS model being inclusive of training by teacher leaders using the pedagogy expected within the curriculum, achieved the requirements of high **compatibility, trialability, and observability**, while being of low **complexity**. We quickly established our change agents across various roles and levels with champions assisting from successful implementations in Chicago and opinion leaders like Joe Knoch and CSTA leadership. We also established the expectation that as adopters, we intended to grow new change agents from this cohort, both champions and opinion leaders.

Over the course of our initial implementation we found that many of the ECS adopters in our cohort were skipping the Robotics module of the curriculum. This module was not being left out due to it being irrelevant, or a lack of time or interest, the factor in determining if a teacher would include the module seemed to be based on cost. Within a typical propagation framework, the lack of **compatibility** perceived due to cost constraints could cause rejection at any stage of the innovation-decision process, this could even cause discontinuance of the adoption during implementation due to difficulty with funding or as uncertainty would rise during confirmation.

The introduction of the **innovation development** stage in our propagation framework allows for pathways to overcome this type of obstacle. The Systems Lab developed an embedded systems replacement module consisting of hardware, software, curriculum, and training [11] named MUzECS. Given that this was a true innovation and not a perceived innovation to our adopters (like ECS was), we needed to ensure that as much uncertainty as possible was mitigated in our solution. Our attempts to ensure the innovation was able to be easily adopted are as follows:

- **Relative Advantage**: The relative advantage of the MUzECS module over
the Robotics module is high for cost, a set for MUzECS cost $60 while the Lego Mindstorms required for ECS Robotics is $600, as well as flexibility, while our module is constructed within the context of “music” the Ardunio platform that we developed from has hundreds of functions and applicable components which would make it a simple process for a teacher or student to expand on the prescribed activities.

- **Compatibility**: A critical component of the development of the MUzECS module was to ensure that the curriculum mapped to the same standards and outcome as the ECS Robotics module, this enabled high compatibility with the existing ECS curriculum and therefore made it possible for teachers to easily substitute as needed.

- **Complexity**: There were three critical steps taken to reduce the overall complexity of the MUzECS innovation. First, we were able to maintain a block-based language for this module by utilizing Ardublock. The real and perceived complexity of incorporating a new programming language into your course is greatly reduced when the new language is just as visual and incorporates the same “snap in place” blocks as you are currently using in the other modules with Scratch. Next, we were able to create step by step video tutorials for each of the components and lessons in the new module to ensure that teachers were supported with references specific to the module. Finally, the lessons within the module were constructed in the same form as the existing ECS modules so that the hardware and software components were able to be used right away, without the need for the teacher to develop their own lessons.

- **Trialability**: The MUzECS solution was built with trialability in mind. The board is portable and has the ability to store your program, this enables the developer (propagator), or other champion, to literally put the trial in the palm of your hand. A basic routine is stored on the board and the adopter is able to test functionality and preview results without having to go through any training.

- **Observability**: Just as the video tutorials serve the purpose of reducing complexity, in the early stages of propagation where there is not an observable user
base, those same videos serve the roll of creating observability in the innovation. Not only do the videos give the ability to observe the innovation “at work”, the videos were conceived to put the developers in a visible roll. This is important because those developers were students in the classrooms of teachers in the potential adopter group only a short time before hand. This serves the purpose of the developers being seen as near-peers to the students who would benefit from the innovation should the decision be made to adopt. In addition, those developers can act as change agents in this network given they have a level of social capital with the teachers in the potential adopter group.

Building Diverse Change Agent Networks

While much of the focus for building change agents is on the potential adopters and their immediate networks, diffusion theory suggests that the reach within a close network is limited [155]. In addition, one of the risks of adopters being in the late majority or laggard categories is that they are socially isolated and not a member of the diffusion network the earlier adopting categories are. There are two initiatives that the Systems Lab has implemented to help with these issues.

First, given that many of the potential adopters are physically isolated from the rest of the adopter group due to most schools only employing a single teacher for the Computer Science courses, we have established a virtual peer network. This community of practice is a self organizing group led by teachers who have successfully adopted one or many of the innovations through the PUMP-CS program. These groups meet regularly to combat the isolation a teacher new to the program may feel without having any similarly trained teachers in their own school. The community of practice also serves as a continued learning environment, giving “just in time” content knowledge and lesson feedback to teachers who are implementing for the first time, as well as providing the needed reinforcement of relative advantage to teachers in the confirmation phase of the innovation-decision process. This community of practice itself should be considered an innovation produced by the Systems Lab, as the original ECS product did not include such a device.

Our second initiative established to support a diverse change agent network was the development of a humanities curriculum inclusive of computing and computational
thinking concepts [26]. The benefits of this course are two fold, first there is direct benefit to the students in the course, and second there is benefit to the PUMP-CS program by way of these students becoming change agents and expanding our diffusion network.

The benefits to the students, as described in chapter 5, are many. This curriculum was built to replace an outdated and out of context quantitative literacy requirement. The students were able to engage in a broad range of computing activities, like network analysis, text analysis, and geographical mapping, to earn competence in and should prof of learning within the quantitative literacy content.

The benefits to our diffusion network are based on the Granovetter’s theory of “the strength of weak-ties” [155]. This is more commonly known in network theory as communication proximity, and defines the degree of proximity based on the overlap in network ties between two points. In figure 8.6 A and B have a low communication proximity since their network ties do not overlap, while in figure 8.7 C and D have a high communication proximity since they have multiple overlapping network ties.

![Figure 8.6: low proximity network](image)

The implications for this are as follows, within a network with low communication proximity an innovation may diffuse from A to B reaching all of the ties that A has as well as all of the ties that B has. While a network with high communication proximity will have far less range of diffusion since the ties are shared between C and D already. What this tells us is that to ensure that our innovation diffuse to a broader set of potential adopters, we need to take advantage of networks with low communication proximity, in other words, create change agents from people outside of the K-12 Computer Science teacher networks and their direct support networks.

Our work to implement computing curriculum for college level humanities students creates those change agents. The institution where we implemented produced a high
number of new K-12 teachers every year, none of those new teachers are Computer Science teachers, but many of them will work in schools what have an need for a Computer Science program or the need to expand the existing program. Creating an awareness within those pre-teachers of what computing education is and what value it provides to students provides us with an opportunity to create change agents that serve as “weak-ties”. These new teachers can provide access to their networks, and those networks are likely not the same as the K-12 Computer Science teacher networks. They can act as the tie that bridges between two previously unconnected networks (as shown in figure 8.8, thereby expanding the influence of the PUMP-CS program to a new set of change agents and potential adopters.

A Community of Learners

In creating a diverse change agent network, we should not be content with creating champions from successful adopters or opinion leaders from non-STEM teachers. These are great strides forward in a successful propagation cycle, however, the majority of what these change agents are able to accomplish is spread of knowledge, we also require the catalyst for potential adopters to seek that knowledge out in the first place. We need a way to create need, or at least the perception of need.
The development of a Scratch based programming competition to run in parallel with a standard Java based competition allowed us to create an environment of engagement with the student beneficiaries of the ECS implementation. Bringing the Scratch participants into the same space as the “more advanced” Java students created a connection point between these groups and enabled the Scratch students to view themselves as belonging to this student community. Once they were members of that community there was every reason for them to expect that they would have access to courses beyond ECS. That expression of expectation is the generator of need for the teacher adopters to seek awareness knowledge of what comes after ECS.

An exciting effect of the Scratch competitions is that the schools that brought teams to the competition at the start of our efforts have started to bring teams to the Java competition now as well, some of the Java teams even have student members that had been on the Scratch teams in previous years. The implication of this observation is that expanding the scope of the propagation framework also requires an expansion in actor roles within that framework. Our propagation strategy should look at students of the potential innovation adopters as a large pool of opinion leaders, we should be creating targeted messaging to that student group that will generate the perception of need within a diffusion process from those students to the teachers as potential adopters of future innovations. While the Scratch competition provides all of the benefits outlined in chapter 6 [8], there is also the benefit of the competition as messaging to those students that there is a “next step” in this learning process and they should desire to be a part of it.

Figure 8.8: The bridge tie acts to diffuse awareness of the innovation to a previously unconnected network
Continuous Measurement

In order for the propagation framework to function as a cycle instead of a path, there is a need to continuously measure and use that measurement to determine needs. An example of this measurement begets innovation process is given in chapter 7 [27]. In this example, adoption rates of the ECS program were measured based on student enrollment in those ECS courses within the state of Wisconsin. What we found was that in the initial year of adoption there were almost three times as many students enrolled at a school than in the following year. After some investigation into this result, it was determined that, in schools where no computing courses existed prior to the implementation of ECS, multiple grade levels were given the opportunity to take the ECS course as soon as it was available but the following school year only the students that had not already taken the course were eligible to enroll.

This makes sense since you would not want a student to take the same course a second time, however, it did highlight the need for a progression of courses to be available for K-12 instead of only the single level option. It is important to understand that if the measurement undertaken had been at a different level of granularity we would not have been able to glean this information. Answering the question “Has ECS been implemented in Wisconsin?” would have given us a binary “yes”. Similarly, the question of “How many schools have implemented ECS in the state of Wisconsin?” would have left us with a measurement that would not have perpetuated the innovation cycle. When determining what to measure about the adoption of an innovation and how to measure that what, it is important to be thinking about the true value to the intended beneficiary of the innovation. In this case, our goal was to expand access to this computing course for students across the state. Therefore, we needed to measure if there was truly an increase in access at the student level. This line of inquiry lead to the metrics showing for each school what percentage of the student population was enrolled in the ECS course year over year, not just that ECS enrollment was present.

Answering the right questions and even knowing what those questions are, is not easy and should not be left to chance. As part of the propagation recommendations from [168], it is clear that meaningful measurement is a key component to the planning phase of your propagation plan and innovation development. The closest
analogy points back to the SDLC process presented earlier in this chapter. When a team is developing a new system or software, a critical component is the presence of acceptance and testing criteria within the stories and requirements that describe the product. Developing meaningful and usable acceptance and testing criteria allows for the team to understand what they are developing at a deeper level, they can use these criteria to build an understanding of how the user intends to interact with the product and what the expectations are for success and failure. This is the type of thinking that should go into identifying measures for innovations that will foster continuous improvement, assist in identification of gaps that need to be addressed, and create the need for additional innovation.

8.3 Addressing Diffusion Shortcomings

Given the criticism of the application of Diffusion of Innovation Theory, the documented shortcomings of this framework should be addressed.

- **Pro-Innovation Bias**: to avoid the implicit bias that might be exacerbated by an innovator lead propagation framework, our model relies heavily on user feedback, both from successful adopters and potential adopters who have rejected any of our innovations, to set the priority for new development and iterative improvement of innovations. In addition, adequate attention must be given to the appropriate pacing of adoption rates and overall success should be defined based on the overall system need and across the adopter categories.

- **Individual-Blame Bias**: careful attention should be given to the systems where the innovation may be applied instead of solely focusing on the individuals within those systems. Our work attempts to address this issue by ensuring measurement of innovation impact is occurring at the system level as in [27]. In addition, the expansion of the diffusion model to enable the researcher practitioner partnership, incorporates a three party model where the innovator party lies between the researcher and practitioner parties. The implication of this approach is that there is an independent research effort that is not directly accountable as the source of the innovation. This disassociation can provide for an unbiased assessment of the need for and impact of the innovation on the
system.

- **Recall Problem**: Continuous and meaningful measurement are critical components to a successful propagation cycle. Survey data should never be the sole method of data generation, instead, the focus should be on field observation, longitudinal panel studies, use of recorded data over time, and case studies of the innovation.

- **Issue of Equality**: In order to prevent an unintended increase in socio-economic gaps as a result of our innovations, particular close attention should be paid to individual versus system blame and pro-innovation bias. The feedback mechanisms in place to provide for identification and prioritization of new development efforts must account for and apply additional effort to collecting and understanding the unique needs of potential adopters that may fall into the late adopter or laggard categories. In addition, research objectives should be constructed to better understand the impacts of our innovations to these underserved populations and particularly the effect that our propagation effort have on the social system as a whole.
CHAPTER 9

Conclusion and Future Work

The aim of this work was to present a cycle based and innovation focused propagation framework for use within K-12 Computer Science Education initiatives and discuss how a series of innovations developed in the Systems Lab at Marquette University have supported this framework.

9.1 Contributions

We presented five separate novel contributions to the Computer Science Education Field.

9.1.1 Chapter 3

We present a framework to directly measure workshop participants ability to incorporate computational thinking concepts into lesson plans for use in their classrooms. This work in significant in that enabled our program to evaluate where we needed to make changes to achieve desired results in our continuing efforts to expand access to computing education.

This work [25] has been cited repeatedly as a model for measuring outcomes of teacher professional development in CS Education [50, 179, 160, 115, 61, 54, 89, 118, 124, 18, 188, 146, 138, 117, 20, 169, 88]. In addition, it is interesting to note that the year after [25] was published, Google’s CS4HS program began to incorporate more rigorous outcome measurement into all of their grants, pushing the entire CS4HS community to assess their PD workshops beyond mere pre-/post-surveys.

My individual contribution to this effort was in the design of the measurement instrument, the development of the lesson plan building requirement for the workshop, and the collection and analysis of the video and survey data from the participants.
9.1.2 Chapter 4

We developed a low cost replacement for the robotics module in the Exploring Computer Science curriculum. Our product was based on an Arduino Leonardo board and we contributed the development of hardware in a custom shield, software in custom Ardublock blocks, and a curriculum that mapped back to the learning outcomes from the original robotics module. This was able to be provided for teachers at one tenth the cost of the Lego product required for the robotics module and greatly reduced the barrier to adoption of the ECS curriculum in the state of Wisconsin.

Since the development of MUzECS, Marquette has produced close to 200 custom shields which have been provided at cost to at least 10 schools in the state. Innovation has continued on this product in the form of a cloud-based development environment [103] to address the need identified by adopters for availability of this module while using chromebooks. The ECS team has since released a less expensive Edison-based option and the Code.org CS Discoveries physical computing unit has replicated many of the key features originally developed by the MUzECS project.

My individual contribution to this effort was in the design of the course curriculum, the development of material to foster ease of adoption in the form of video tutorials, and the development of the initial product vision. The Systems Lab undergraduate student researchers were responsible for the design and manufacture of the custom shields and the software components of the solution.

9.1.3 Chapter 5

We developed a new course to incorporate computing and computational thinking concepts within an English Literature course. The activities that we incorporated in the course gave students an opportunity to explore computer science applied to literary analysis. Exposure to computing concepts in this course, as applied to literary analysis, gave students a new perspective on and deeper understanding of the nature of the nineteenth century Gothic novel. By focusing on developing activities that relied on the critical frameworks and in fact show the overlap and relationship between those frameworks, we reinforced the idea that computer science can work well to create interdisciplinary learning environments and engage students in new methods.
for continuing their work of interest. We have seen students analytical and problem-solving abilities develop through these computational approaches.

The development of context based course content to meet the need for a quantitative literacy requirement has continued. There is collaboration across disciplines to accomplish this as needed. This work has served as a guide for a number of new programs aiming to introduce computing within a specific course context [94, 16, 192, 32, 33, 175, 151].

My individual contribution to this effort was in the design of the computing curriculum, the mapping to learning outcomes, teaching the course and advising the students, as well as all of the collection and analysis of the data from the students.

9.1.4 Chapter 6

We developed a Scratch based programming competition to run in parallel with a traditional programming competition. This new competition track has assisted in the broadening of participation by students that would otherwise not be eligible for this type of community and efficacy building experience.

Participation in this event has grown substantially since our initial implementation in 2014 with fewer than 10 students participating in this team challenge. By 2018, our Scratch track had participation by more than 100 students across 38 teams, nearly a third of those participants from Milwaukee Public School which supports a minority student population above 75% on average and suffers from a high degree of economic disadvantage.

The Scratch division continues to be a major component of the competition every year, and took place virtually during the pandemic spring of 2021.

My individual contribution to this effort was in the development of the original product concept. I identified the need for, developed the content, secured the resources, and implemented the original version of this effort. In addition, for the second year of competition, I developed the scoring matrix and assisted in creating the tasks.
9.1.5 Chapter 7

We applied a place based disparate impact analysis to understand the behavior of adoption for our ECS initiatives. This type of analysis, with a focus on place as a component and use of publicly available data with course enrollment data supplied by the Department of Public Instruction, had not been applied to K-12 Computer Science initiates at the time. This work has been leveraged as a model for recent work focused on understanding the changing landscape of CS education [161, 109].

Appropriate data collection and measurement are key concepts to successful widespread adoption of an innovation. Perhaps more significantly, since the publication of this work, ECEP has matured their framework to include the type of data collection we outline and they have defined a standard set of measurements for their cohort states which are incredibly similar to the measurements suggested in our work.

My individual contribution to this effort was in identifying the methods, collecting and processing the data, performing the analysis, interpreting the results, and creating the visualizations.

9.1.6 Chapter 8

We have defined a model for a cycle based propagation framework which expands on the typical scope of propagation models to include an innovation development stage. This is significant for the continued expansion of K-12 computing programs as well as refinement of the researcher-practitioner partnerships model suggested by NSF.

9.2 Future Work

Through this work, we have identified many limitations and gaps in the current state.

9.2.1 Information Governance

We suggest that a program for information governance be developed and implemented for state data collection and management. While the current process for schools to report a vast amount of information covering dozens of topic areas to the Department of Public Instruction, the processing of this data is time consuming and often leads to data loss and inaccuracy. We have found many cases where course and demographic
information has been misleading due to inaccurate and incomplete table entries. In addition, there does not appear to be a consistent definition process in place and no formal governance program is indicated in any of the DPI material related to the procurement and processing of this data.

9.2.2 Model Validation

Additional application of the propagation cycle framework is required to validate the generalizability of this model and its appropriateness as a framework for our researcher-practitioner partnership work. Our ability to test this framework both within the state of Wisconsin and as it can be applied to other state wide initiatives will require an extensive and long term research focus.

9.2.3 Consequences of the Propagation Model

Another line of inquiry should be considered to better understand the consequences of a diffusion based propagation model like the one we describe. Given the interconnectedness of social and economic status with the adopter categories utilized within the diffusion framework, the implications of the “Innovativeness-Needs paradox”, as Rogers calls out [155], is particularly concerning. The paradoxical relationship between the innovation adoption and the need for the benefits provided by that innovation has not been studied at all within the context of K-12 computer science education. We must strive to better understand if we are truly meeting our goal to expand access given the behavior presented by this paradox whereby the individuals who are most in need of the benefits from an innovation are likely the last to adopt and that the consequence of this behavior may well be a widening of the socioeconomic gap between the higher and lower socioeconomic groups within our potential adopter groups for technological innovations.
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